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Disclaimer

In no event shall Geotest or any of its representatives be liable for any consequential
damages whatsoever (including, without limitation, damages for loss of business profits,
business interruption, loss of business information, other loss or injury) arising out of the
use of or inability to use this product, even if Geotest has been advised of the possibility for
such damages. Geotest products are not intended for life critical medical use.

Support and Subscription

Unless otherwise specified, ATEasy is provided with one year support and subscription
agreement. The agreement provides free support for a period of one year using our web
based support portal http:\\www.geotestinc.com\magic\. In addition, any new version
released during that year can be download and used with no added cost. The subscription
and support agreement can be renewed on a yearly basis provided it is done before the
agreement ends. See Geotest web site http:\\www.geotestinc.com\ for more information
regarding the A TEasy licensing, support, subscription, upgrade, downloads, training,
knowledge base and user forums.

Copyright and Version

Copyright © 1996-2010 Geotest - Marvin Test Systems, Inc. All rights reserved. No part of
this document may be reproduced, stored in a retrieval system, or transmitted, in any form
or by any means, electronic, mechanical, photocopying, recording, or otherwise, without
the prior written consent of Geotest.

This manual was updated to A TEasy version 8.0.
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CHAPTER 1 - INTRODUCTION

ATEasy Getting Started Roadmap

This ATEasy Getting Started Guide provides all the information needed to install and use
Geotest’s ATEasy Automated Test Equipment (ATE) software development environment.
This manual assumes you have a general knowledge of PC-based computers, Windows
operating systems, and some knowledge of programming and development tools.

This manual is organized as follows:

Chapter Content
1. Introduction Introduces this Getting Started Guide.
2. Setup and Step-by-step directions on how to install and configure
Installation ATEasy.
3. Overview of An overview of ATEasy including the various module files,
ATEasy submodules, and the Integrated Development Environment
(IDE) layout, menus, and windows.
4. Your First Project |Describes the relationship of projects and applications, the
workspace, creating a project, and project settings.
5. Variables and Explains how to declare variables, naming guidelines and
Procedures properties of variables, and how to create and use
procedures.
6. Drivers and Describes how to create and configure instrument Drivers
Interfaces and user interfaces.
7. Commands Defines A TEasy commands.
Working with Describes using forms to control programs and instrument
Forms operation.
9. Working with Describes how to attach and use external libraries.
External Libraries
10. Where to Go From |Where to find more information on ATEasy topics and
Here concepts.
Index A guide to important topics and concepts in this manual.
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Documentation Conventions

There are several naming conventions used throughout the documentation. The conventions

used are:

Example Description

Copy or Paste Commands are indicated in bold type.

SHIFT+F1 Keys are often used in combinations. The example to the
left instructs you to hold down the shift key while pressing
the F1 key. When key combination instructions are
separated by commas, such as ALT+D, A, hold the ALT
key while pressing D, then press A.

cd drivers Bolded text must be entered from the keyboard exactly as

shown, especially for property, method, and event
keywords.

Direction Keys

Refers to the up arrow (1), down arrow (), right arrow
(—), and left arrow («) keys.

Variable Italicized text is a placeholder for variables or other items
that you must define and enter from the keyboard.
[expressionlist] Items inside square brackets are optional.

{ While | Until }

Braces and vertical bar indicate a choice between items.
You must choose one of them, unless all of them are
enclosed in square brackets (optional).

GTSWI1.DRV Words in all capital letters indicate filenames.
Examples Examples and source code are indicated in Courier, with|
appropriate indentation, for example
Procedure chkl.OnClick () :Void Public
{
chkl.Caption=“Hello”
}
Oxhexnumber An integer in hexadecimal notation, for example, 0x10A

equals 266 in decimal.
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Technical Support

General Information

Visit our web site for more information about A TEasy support options. Our Web site
(http://www.geotestinc.com) contains sections describing: support options, application
notes, download area for downloading upgrades, examples, instrument drivers, and how to
submit support questions for 4 TEasy registered users.

ATEasy comes with one year subscription and support plan. The plan allows you access to
our technical staff to get you started and provide basic assistance and entitled you for free
upgrades during that year. The support is provided using our web-based support module
name M@GIC (My Account@ Geotest Inc .COM) at http://www.geotestinc.com/magic.
The web-based support allows you to log in and submit issues such as bug reports,
problems, how to questions, suggestions and more. Once an issue is submitted you will be
notified automatically when the issue status is changed, then you'll be able to revisit
MA@GIC to reply to question or read answers posted by our professional tech support
personal. Telephone support is also available on weekdays from 8:00 AM to 5:00 PM
Pacific Standard Time (PST) by calling (949) 263-2222. For telephone support times and
availability outside of the Americas, contact your local Geotest distributors.

After the initial year is over you can continue to receive free upgrades and technical support
by renewing and purchasing additional Software Subscription and Support plan.

Software Subscription and Support

ATEasy's Subscription and Support is an all-inclusive service that provides premium
support and software upgrades for ATEasy. It includes:

e Unlimited technical support assistance for immediate solutions.

e Access to senior application engineers for advice and guidance in application
development.

e Free updates and upgrades to ATEasy while you subscription is current.

e Free access to instrument drivers, examples, knowledge base and user forums at
Geotest web site.

e Support and subscription can be renewed provided it is done before you current
agreement ends.


http://www.geotestinc.com/�
http://www.geotestinc.com/magic�
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Geotest provides both pre-sales and post-sales technical support for all products. Our
Technical Support engineers are qualified to help you select hardware and software for your
application, explain the specifications, and assist you in designing and building a complete
test system.

To use your subscription and support plan please create a M@GIC account at Geotest web
site http://www.geotestinc.com/magic. The account is also used to request software licenses
and upgrades when a new version is available.

ATEasy Training

Geotest provides 3 and 5 days ATEasy training program. If you purchased a training
program, contact your sales representative to schedule a training session.

Please consult our Web site or contact sales@geotestinc.com for more information and
class schedules.

Contact Information
Geotest - Marvin Test Systems, Inc.
Phone: (949) 263-2222

Fax: (949) 263-1203

URL: http://www.geotestinc.com

Support: http://www.geotestinc.com/magic

Sales - mail to: sales@geotestinc.com

License - mail to: license@ateasy.net or use your M@GIC account
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CHAPTER 2 - SETUP AND INSTALLATION

About Setup and Installation

This chapter provides information on installing and configuring ATEasy. It supplies
software and hardware installation information, setup requirements and options, and
registration information.

The README.1ST file located on the installation disk provides the latest information
about ATEasy, as well as special, late breaking installation notes. Please refer to this file
before running ATEasy. The Windows NOTEPAD or WORDPAD programs can be used to
view and print this file.

This chapter covers the following topics:

Topic Content

Hardware & Software | Minimum and recommended requirements.
Requirements

Installing ATEasy Procedure for installing ATEasy.

Installation Directories | Where ATEasy places files during installation.
Installation Types Deciding which ATEasy components to install.
Installing Hardware Where to get information on installing and configuring
Interfaces interface boards.

Windows NT Special considerations when installing A TEasy under
Installation Windows NT.

Setup Maintenance Adding or removing individual ATEasy components,
Program installing a new version of ATEasy or reinstalling A TEasy

when files are corrupted, and removing ATEasy entirely.

Registration and How to register and obtain technical support for 4 TEasy.
Support
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Hardware and Software Requirements

ATEasy is a 32-bit Microsoft Windows application program designed and tested for
Windows operating systems. You must have Windows installed on your computer prior to
installing ATEasy.

To install ATEasy you need the following minimum configuration:

o A 32 or 64 bit Windows system compatible with Microsoft Windows 98, Windows
ME, Windows 2000, Windows XP, Windows Server 2003, or 2008, Windows VISTA,
Windows 7.

e Internet Explorer 6.0 or later.

e 17 inch monitor or larger. At least 1024x768 resolution or higher is recommended for
developing ATEasy applications.

o For ATEasy License Server: TCP/IP or IPX/SPX network protocols and Windows
2000 or newer.

Installing ATEasy

You can install ATEasy by following these steps, or you can use the silent or automated
Installation by using command line options - see below Silent (Automated) Setup:

V¥ Follow these steps to install ATEasy:

1. Insert the ATEasy CD-ROM disk in the CD-ROM drive. The Setup program runs
automatically if your drive is set up to auto play.

If Setup does rot run automatically, select Run from the Start menu and when
prompted, type:

|drive letter]:\AExplorer

Where [drive letter] is the drive letter assigned to your CD-ROM drive. As an example,
type “D:\AExplorer” when your CD-ROM is assigned to drive letter “D”.

Note: Internet Explorer (IE) 6.0 or above is required to install and to use ATEasy.

Note: When installing under Windows 2000, you may be required to restart the setup
after logging-in as a user with Administrator privileges. This is required in order to
upgrade your system with newer Windows components and to install and a kernel-
mode device driver (HW.SYS) required allowing ATEasy application access hardware
devices on your computer
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A window showing several options will be displayed. Select ATEasy Software and
select Install ATEasy to start ATEasy setup program.

The first screen to appear is the Welcome screen. Click Next to continue.

The next screen is the License Agreement. When you finish reading it, click Yes to
continue (answering “No” exits the Setup program).

Enter your name and company name. Click Next to continue.

Enter the folder where ATEasy should be installed. Either click Browse to set up a new
folder, or click Next to accept the default entry of C: \Program Files\ATEasy.
For more information on the Installation Directories, see page 9.

Select the type of Setup you wish and click Next. For more information on the types of
installation available, see page 9.

Select the Program folder where the icons and shortcuts for 4 TEasy are to be stored.
Click Next when finished.

The program will now start its installation. During the installation of ATEasy, Setup
may upgrade some of the Windows shared components and files.

If prompted, restart Windows. Setup may ask you to reboot after it complete if some of
the components it replaced where used by another application during the installation —

do so before attempting to run ATEasy.

You can now start A TEasy by double-clicking the 4 TEasy icon on the desktop ~ATEasY |
or by selecting ATEasy from the Start, Programs, 4TEasy menu.



8 Getting Started with ATEasy

Setup Command Line

The following command line options for the setup are available:
ATEasy8 [/s [/SetupType"type"] /TargetDir"Path"]

Where:

1. Silent Installation. Optional.

/s
2. Setup Types. Optional, may be used with /s.
/SetupType ["type"]
The type can be one of Installation types: Typical, Full, Compact, Run-Time,
License Server. The default type is "Typical".

3. Target Folder. Optional, may be used with /s.

/TargetDir"Path"
The default path is "c:\Program Files\ATEasy".

Silent (Automated) Setup

ATEasy can be installed in silent mode. Silent mode setup can be started by running the
setup with the /s command line parameter. In silent mode no windows are displayed during
the installation and the whole setup is automated based on the options selected from the
setup command line. The silent mode setup is useful when incorporating the 4 TEasy setup
to your own setup to distribute ATEasy applications and thus it allows you to automate the
setup and the deployment of ATEasy applications.

Example

The following example installs A TEasy run time in silent mode (no user interface is
displayed) to the default location c:\program files\ATEasy, ATEasy6.exe is the setup
program downloaded from the Internet or under the CD Files folder:

ATEasy8 /s /SetupType”Run-Time”

Error Messages

In case errors occurred during the setup, 4 TEasy will report them in the file
ATEasySetup.log in ATEasy Folder. It is recommended to review the log file to see if the
installation is successful or not.
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Installation Directories

ATEasy files are installed in the default folder C: \Program Files\ATEasy. You can
change the default A TEasy root folder to one of your choosing at the time of installation.

During the installation, A TEasy Setup creates and copies files to the following directories:

Name Purpose / Contents

..\ATEasy The ATEasy root folder. Contains the ATEasy program
files required to develop ATEasy applications.

...\ATEasy\Drivers Driver files: instrument drivers and other drivers.

...\ATEasy\Examples | Programming examples. The example file that you build
throughout this guide, MyProject.prj, is also located here
along with all of its associated files.

...\ATEasy\Help Help files.

...\ATEasy\Images Image files, including icons and bitmaps that can be used
with the application toolbars, menus and buttons you create.

...\Windows\System Windows System folder (...\Windows\System32 when
running Windows 2000 or newer). Contains the A TEasy
run-time system and some instruments drivers DLLs. These
files are required in order to run A TEasy applications.

Installing Hardware Interfaces

The installation of interface boards (for example, GPIB or VXI) is not required for the
installation and operation of ATEasy. Refer to “Chapter 6 — Drivers and Interfaces” for
additional information on installing and configuring hardware interfaces.
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Installation Types

The Setup program allows you to select one of the following types of installations.

Compact — uses minimal hard disk space, but includes all components required to run
and develop an ATEasy application

Custom — allows you to control which optional components are installed
Full — installs all ATEasy components

License Server — installs the ATEasy license server used to provide ATEasy licenses
to other computer running on the same network.

Run-Time — installs the components required to run ATEasy, not including the
Integrated Development Environment (IDE), which is used to develop A TEasy
applications

Typical — (default) installs the most commonly used 4 TEasy components used to
develop and run an ATEasy application

Installation details are shown in the following table:

Components | Compact| Custom | Full | License |Run-Time| Typical
Installed Server

Run-Time Yes Yes Yes No Yes Yes
Program Yes Yes Yes No No Yes
Help Yes Yes (opt) | Yes No No Yes
Drivers No Yes (opt) | Yes No No Yes
Examples No Yes (opt) | Yes No No Yes
License No Yes (opt) No Yes No No
Server

ATEasy 2.x No No (opt) Yes No No No
Migration

The License Server component is used to setup a network computer to serve as a license
server for other computers running that are connected to the network. See the ATEasy On-
Line Books for more information.
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HW Device Driver Manual Installation

During ATEasy installation, a special device driver called HW, must be installed and
started before ATEasy can be used. Under Windows 2000 or newer before installing the
HW driver, you must be logged on as a user with administrator privileges.

The ATEasy Setup program normally installs the driver and starts it automatically.
However, if the current user is not logged-in as an administrator, the driver installation
fails. This section explains how to install the driver manually when the Setup program fails
to do so.

V¥ To manually install the kernel mode driver, perform the following:
1. Login as an administrator (applicable only for Windows 2000 or newer).
2. Open a Command prompt window.

3. Change folder to the installation destination folder for the device driver HW by using
the CD command. For example:
CD \Program Files\Geotest\HW
4. At the command prompt, type the following command:

HWSETUP -vdd install start

If the current working folder is different from the folder where the HW driver resides,
you may specify your own custom path. For example:

HWSETUP -vdd install=a: start

The Setup program installs the driver as a service. The service can be started or stopped
from the Windows Device Manager which can be opened from the Computer Management
application. The -vdd switch can be removed from the command if support for 16-bit
drivers is not required (only the 32 or 64 bit DLL will be used in this case).

The Setup program HWSETUP.EXE, the device driver HW.SYS/HW64.SYS/HW.VXD
and HWVDD.DLL files may be distributed with 4 TEasy applications. Additional
HWSETUP.EXE command line options are available. To display these options, type
HWSETUP without command line options.
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Setup Maintenance Program

If you run Setup again after ATEasy has been installed, Setup opens in the Maintenance
mode. The Setup Maintenance Program allows you to modify the current 4 TEasy
installation. You can run Setup in Maintenance mode for the following reasons:

e  When you want to add or remove A TEasy components.
e When you have corrupt files and need to reinstall.
e  When you want to completely remove ATEasy.

The Maintenance mode screen is shown below. Select one of the screen options and then
click Next.

ATEasy Setup

Welcome to the ATEazy Setup Maintenance program.

Thiz program letz you modify, repair and reinstall, or remove the the
current inztallation.

Select one of the following options:

= Modify

Select new program components to add or select curently installed
components o remove.

[mztallEhield

< Back | Mext > I Cancel
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The Maintenance Mode screen options are described further below:

Maintenance Description

Option

Modify Use to add or remove individual A TEasy software components.
Repair Use to reinstall A TEasy when you have corrupt files or to

upgrade and install a new version of A TEasy. Repair refreshes
and recopies current files that are corrupt and upgrades the files if
necessary.

Remove Use to completely remove ATEasy and all its components. Also
removes A TEasy from the Windows Registry and the Startup
menu.

License, Registration, and Support

To use ATEasy you must purchase a license from Geotest. Three types of licenses are
available:

e Single License
e Network License
o Hardware Key (USB or LPT versions)

If you do not have a license, you can activate a 30 days trial version of the ATEasy
software. The trial license contains full A TEasy functionality for 30 days. You are allowed
one 30 days trial period on the computer on which you install ATEasy.

A license can be set up from the 4 TEasy License Setup dialog box. This dialog is
displayed either when starting A TEasy when no license is installed or from the About
ATEasy menu item under the Help menu used when you want to change the license.

Users who purchased a subscription plan must register to activate the plan. A subscription
plan entitles you to receive free upgrades and unlimited customer support. If you did not
purchase the subscription plan you may register as well to receive free 4 TEasy newsletter,
product service packs, updated drivers and examples.

See the ATEasy on-line books for more information about how to register the product and
setup a license.

Our Web site (www.geotestinc.com) contains sections describing: support options,
application notes and knowledge base articles, downloading upgrades, examples,
instrument drivers, and submitting support questions for ATEasy registered users. See
“Technical Support” on page 3 for more information about how to obtain support for
ATEasy.
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CHAPTER 3 - OVERVIEW OF ATEASY

About the Overview

This chapter provides general information regarding 4 TEasy. It provides an overview of
ATEasy including Automated Test Equipment (ATE) test systems, the structure of
ATEasy, the development process, and introduces the A TEasy Integrated Development
Environment (IDE).

Use the table below to learn more about overview topics:

Topic Description

What is ATEasy? Provides an overview of ATEasy.

Automated Test System |Explains the automated test system modules.

Workspace, Applications | Introduces the component parts of an A TEasy

and Modules application.

The Project Explains the structure of an A TEasy project.

Sub modules Describes the sub modules serving as containers for
objects such as forms and procedures.

The Program Module Describes the Program module and the program tests.

Tasks and Tests Describes the program Tests submodule and program
Tasks and Tests.

The System Module Describes the System module.

Commands Describes Commands statements.

Driver Module Describes the Driver module.

The Integrated Introduces the ATEasy Integrated Development

Development Environment (IDE) used to develop ATEasy

Environment applications.
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What is ATEasy?

ATEasy is a test executive and a software development environment for Test and
Measurements (T&M) applications. It contains all the tools required to develop test
applications for Automated Test Equipment (ATE) systems and for instrument control
applications. The purpose of the ATE system is to perform testing on one or more
electronic products called Units Under Test (UUTSs) such as components, boards,
assemblies, etc. A typical ATE system consists of a computer/controller, several test and
measurement instruments and a test application designed to control the system instruments
in order to test the UUT.

Running under Microsoft Windows, ATEasy provides a familiar graphical user interface
(GUI) combined with the flexibility of an object oriented programming environment. Users
of Microsoft Visual Basic or Visual C++ will feel right at home.

Supporting any instrument, regardless of its interface, ATEasy develops an ATE
application in a single integrated environment. With specialized features designed for
testing and instrument control applications, 4 TEasy can also be used for data acquisition,
process control, lab applications, calibration, and for any application requiring instrument
control. ATEasy supports many instrument interfaces including VXI, GPIB (IEEE-488),
RS-232/422, PC boards, PXI, and LXI (TCP/IP).

ATEasy’s Integrated Development Environment (IDE) is object oriented and data-driven.
Editing tools are automatically selected by 4 TEasy according to the type of object to be
created or modified. This feature simplifies programming, as you merely click on an object
and ATEasy automatically selects the appropriate tool.

ATEasy’s IDE includes tools for creating instrument drivers, user interface, tests,
documentation, test executives, report generation and anything else you need to create
T&M applications — all with point and click and drag and drop ease.

ATEasy contains a high-level programming language enabling test engineers, electronics
engineers, and programmers to develop and integrate applications of any scale — small to
large, simple to complex. The ATEasy programming language allows user-defined
statements to be used along with flow control, procedures, variables, and other common
items found in most programming languages. The ATEasy programming language is
flexible and powerful, yet easy-to-use and self-documenting.
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Professional programmers will appreciate ATEasy’s programming language offering DLL
calling, C header file importing for DLL functions prototype, OLE/COM/ActiveX controls
support, NET Assemblies, LabView® VIs (Virtual Instruments) or their libraries (LLB),
function panel instrument driver files (used mostly by LabWindows/CVI®, multi-
threading, exception handling and many more software components and standards for
developing complex applications in a truly open system architecture. ATEasy’s
programming language also contains many built-in programming elements to simplify
programming, allowing a non-programmer to easily use A TEasy to develop an application.

The unique design of ATEasy provides a structured and integrated framework for
developing reusable components and modules you can easily maintain and debug. These
components can be reused from application to application reducing the time and effort of
developing new, and maintaining existing, applications. The developer is given a
framework especially designed especially for a T&M application. The framework contains
pre-defined components designed for interfaces (such as GPIB), instruments control and
drivers, system configuration, test requirement documents and test executives.

In addition, the ATEasy IDE provides a Rapid Application Development (RAD)
environment. This provides a way to write, run and debug applications in very short cycles
as required by instrument-based applications. The ATEasy IDE is an object-oriented
environment, making the editing of common tasks or objects displayed in the IDE very
similar to other object-oriented environments. The similar functionality greatly reduces the
learning curve for ATEasy.

With ATEasy, multiple users can edit the same file representing a driver system or a
program. Files contain version information that allows keeping track of, and documenting,
the changes. In addition, all ATEasy documents can be saved to a text format allowing
comparing and merging of changes between multiple users and tracking changes using
version control software in a better way.
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Automated Test System

An Automated Test System, also referred to as Automated Test Equipment (ATE), is a
collection of instruments under computer control performing automated test functions.

The diagram shows a typical configuration of an ATE system. A computer provides control
over test and measurement instruments by using hardware interfaces. The instruments, such
as measurement, stimulus, switching, power and digital are connected to a Unit Under Test
(UUT) through an adapter.

Interfaces
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The most common computer used in ATE
applications is the PC. Due to its relatively low
cost, computing power, and the availability of
hardware interfaces and computer programs, the
PC has become the de-facto standard of the test
industry.

The PC supports numerous methods called
interfaces for controlling test instruments. These
interfaces include IEEE-488 (GPIB), VXI, ISA
bus, PXI/PCI Bus, LXI/TCP-IP, serial
communication such as RS-232/422/485, USB and
more. Software programs such as ATEasy allow
the computer to control test instruments using any
these interfaces.
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Test instruments include:

Measurement — instruments measuring electrical characteristics
Stimulus — instruments generating electronic signals

Digital — instruments that read and write digital patterns

Power — instruments using power sources

Switching — instruments routing electrical signals to different points

The adapter, also referred to as Interface Test Adapter (ITA), routes the signals from the
test system to the Unit Under Test (UUT), which is the target of the ATE.

Under software control, the computer performs test sequences and procedures used to
determine if the UUT is performing according to its specifications. Controlling the test
instruments, routing signals to various test points in the UUT, and measuring UUT
responses achieve this performance determination. ATEasy provides all the tools required
during the development, debugging and integration of test sequences and procedures.
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Workspace, Applications and Modules

An ATEasy application is developed in the Integrated Development Environment (IDE)
within a Workspace file. A Workspace file is a container holding the programming
environment and the last saved layout of the IDE. The Workspace itself is not a part of the
application.

ATEasy applications are Windows executable files created from project files containing
one or more modules. A typical project file contains a System, one or more Program(s), and
one or more Driver(s). The System, Program, and Driver are called A TEasy modules. Each
module contains sub modules, such as Forms, Commands, Procedures and more. Each
module is stored in a project file, which may be inserted or moved between projects so it
can be reused by any other ATEasy application.

The diagram shows a Workspace
Workspace, its Project file, {wsp)
Program, System and Driver F—
modules. _ r'llleE:‘t .
The Workspace file and its o " I . B
image as it appears in the IDE
contain a list of files or I o ,,;l;-;;;;:_"_
documents and the state of the System | Pro HFHIH.
IDE windows and their content. | (sys) “| Lprg)
Only one workspace can be B =
loaded by the IDE at a time. —
Typically, the workspace file ?ﬁ:ﬁ'
contains a list of one or more
projects files loaded by the IDE. — —
Build
—
aﬂ.ppl-i;ﬂinn §

[exe) ;
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E2 The Project

The Project file contains a list of related module files, called modules shortcuts, required
to develop and generate an application. The Project becomes an application when it is
compiled or built — creating an executable (.EXE) file.

EI ANTSM1 As shown in the diagram, two projects are displayed.
- -] Programs The Project ANTSM2 appears in bold to indicate it is
B2 Spstem the Active Project. It contains one System Shortcut

=[5 ANTSM2 B3 associated with the hardware configuration of a

E‘ '%:lglilahTrED given test system. In addition, the project also
0.

@73 UM contains Program Shorthts E‘, UMI150 and .

53 System UM1§2, each.assomated with a UUT. When a project
contains multiple programs, you can select the first
program to run. Other programs can be run using the
Run statement invoked from the application code.

Only one Project in a workspace can be active. When building, debugging, or running test
programs, only the current active project will be used. When you use the Build or Run
commands from the IDE menu, it will build or run only the active project. Once the project
is built, the active project is compiled and the result is an executable file that can be run
independently of the IDE similar to any Microsoft Windows application.

The relationships among a Project, the System module, and an Application are as follows:
e A Project may contain one System module and multiple Program modules.

e A Project must have a System, or a Program, or both.

e A System may contain one Driver, several Drivers or none.

e An Application can be built from a Project that contains Program, or a System, or both.
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Submodules

Modules (System, Program, or Driver) contain submodules serving as containers for objects
such as forms and procedures. Most submodules are common to all modules and may be
used by the system, program, or driver modules. The table below lists and describes the
available submodules and their icons as they appear in the A TEasy development
environment:

Submodule Description

A Form is a window or dialog box comprising part of an

Forms application’s user interface. Common use of forms is for a virtual
instrument’s panel and is used to display its status or control its
settings. Other uses include a window allowing a user interface to
control the test application, save test results, and perform other
user interaction. A form can contain a menu bar, toolbar, status
bar, and controls. Forms also contain code used to respond to
events caused as a result of user action (for example, an OnClick
event is called when the user clicks on the control). The ATEasy
internal library contains a large number of ActiveX controls used
to display and accept data (for example, AChart control). In
addition, you may use third party ActiveX controls.

' Commands are user-defined statements extending the 4 TEasy
Commands programming language. Commands can be associated with
procedures. In Drivers, commands can also be associated with an
I/O Table used to send or receive data from an instrument.

= A Procedure contains code that can be called by other procedures
Procedures or test code to perform an action. Procedures allow the code to be
modular and re-useable. Procedures have a name used for calls,
parameters to get and set data to or from the procedure, and code,
which is programming statements used to perform certain actions
at run-time.

The Events submodule contains pre-defined procedures you can
Events fill in. ATEasy calls these procedures when an event occurs.
Some events are called at initialization and others at the end of a
program, system, driver, task, or test. Events are typically used to
change the flow control of the application and to customize the
test results log. Other events are called when an error or abort
occurs, thereby allowing the programmer to decide at run-time
what to do upon the occurrence of these events.
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Submodule Description
s Variables are used for storing values. Variables have a name and
Variables a type. Types can be one of the ATEasy basic types including

Char, Word, Long, Double, String, Object, Variant, (and more) or
any user-defined type such as Structure or Enum. A variable can
also be defined as an Array (group of many variables of the same
type under one variable), as Public (allowing other modules to
use it), or as Constant (cannot change by code). A variable may
have initial value.

| The Types submodule holds user-defined types for a module:
Types Structure, Enum, and Typedef. Structure contains fields
possessing different types. Structure allows the programmer to
group different data typesXXX under one variable. Enum
contains named integer constants and Typedef is used to alias to

a different type.
A Library is an external module containing procedures, classes
Libraries and other programming elements. 4 TEasy can use three kinds of
libraries:

1. Dynamic Link Libraries (DLLs), which is a file
typically with .DLL file extensions containing
procedures.

2. Type Libraries, which contain classes, procedures, and
other programming elements and is based on Microsoft
component technology (COM). Type libraries allow you
to make use of classes exposed by external libraries or
application. Examples of type libraries are ActiveX
controls or MS-Excel.

3. .NET assemblies, which contain classes, procedures, and
other programming elements and is based on Microsoft
NET component technology.

Unlike DLL where you are required to define (manually or
import a C/C++ header file (.h) ) the programming elements
included in it, a type library or a .NET assembly contains a
complete definition of the programming elements exported by the

library.
An I/O Table is a table of commands to create, send, receive, and
10 Tables decode messages to or from an instrument. I/O Tables can be

used to control instruments or processes via message-oriented
interfaces such as GPIB, VXI, RS-232, WinSock, and more. Only
drivers have this submodule.
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Submodule

Description

i
Tests

The Tests submodule contains a collection of tests, usually
grouped under tasks, used to test the UUT. The Test contains the
code and the requirements of the test. The task is a way to group
several tests and arrange them in logical order. At run-time when
the program runs, each test generates a status: Pass, Fail, None,
or Error. Only programs have this submodule.

a3

Drivers

Drivers is a submodule within a system module containing file
shortcuts to all drivers used by the system. The Driver Shortcut
%3 contains the driver filename, its name, and the driver
configuration (for example, interface type or address) as used by
the system. The driver itself, when used by the system or program
in the project, is typically used to control an instrument by
sending and receiving data to/from its interface, such as a GPIB
interface.

Misc

Misc is a submodule within a project, program, system, and
driver module. The Misc subfolder is created by the user and
contains sub folders and shortcuts 72 to external files. The Misc
folder is used is to store baggage files for your projects or
modules such as documentation, dlls, software components and
others. You can open /edit/print these files directly from ATEasy
which uses the external Windows application that is associated
with the file. For example Microsoft Word will be used to open
files with .doc file extensions.
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T3 The Program Module

ATEasy test programs are modules containing the necessary tests required to test a Unit
Under Test (UUT). Programs follow the guidelines of the Test Requirements Documents
(TRD) and therefore are divided into Tasks and Tests. Program tests and procedures can
use the procedures, variables, and other submodules defined in the program.

The program resides under the project Programs submodule. Multiple levels of Programs
folders can be created in order to organize your project test programs into categories and
different UUTs . The program can use public symbols, such as procedures or variables,
defined in the project system or drivers. Many programs can reside under the same project.
The project contains the first program to run. After the program runs, the application can
schedule another program to run by using the Run statement. Only one program can run at
a time. If no program is called, then the application terminates. Every time a program runs,
its variables are reset and initialized.

= Tasks and Tests

ATEasy allows you to organize a program into Tasks and Tests. A Task consists of a group
of Tests testing the same block or logical unit in the Unit Under Test (UUT). Each Test
measures some portion of the UUT and determines if the measurement passed or failed.
The results and status measured in the program Tests are normally printed to a Test log
which can serve as a Test report.

A Test contains programming statements (code) generating a single result (typically a
measurement), or a status: Pass, Fail, Error or None. According to the type of Test,
ATEasy can determine at runtime if the measurement is of acceptable value and generate a
status. As an example, a Test may contain code applying input power to the UUT and then
measuring the current drawn by the UUT.

The Task status is the status of its Tests. For example, if one of the Tests fails in a Task,
and another passes under the same Test, then the Task status is Fail. The Task status allows
you to immediately determine if the specific UUT block or function is performing as
required or if it failed.

Using Tasks and Tests, you can design a test program to match a Test Requirement
Document (TRD). ATEasy is quite flexible when the structure of a Test program needs to
be organized after the program is created. Tasks and Tests can be moved, renamed,
duplicated, and deleted by a click of a mouse. In addition, during run-time, Tasks and Tests
can be called and executed in any order you or the application requires.
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The System Module

The System is a module containing the hardware configuration of a given test system as
well as commands associated with the unique configuration of that system. The System

reflects the currently installed instruments and their configurations, such as the instrument

interface (for example, GPIB) and its address.

El'ﬁ System
-3 Drivers
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Commands

A command is a user-defined statement calling an attached procedure or I/O table. The
command statement is used in a test or procedure within a Program, System, or Driver
module. Commands offer several advantages:

A System may contain zero, one, or more driver
shortcuts 72 residing under the System’s Drivers
submodule.

The Driver shortcuts contain the name of the Driver
(for example, DMM), the Driver file name, and
configuration properties such as the device address of
its interface.

The System contains sub modules such as Procedures
and Variables, which can be used by the project
programs if marked as public. Unlike Program
variables, System variables retain their values
throughout the life of the application.

Once defined, commands appear in cascading menus on the ATEasy Menu bar
allowing the user to insert them into the code by selecting them from the menu. The
cascading menus organize them into logical groups, such as setup, measurement, and
more. This allows the user to locate them faster and eliminates the syntax errors that
can appear if you enter commands manually.

Commands simplify programming because you can substitute easy-to-understand,
English statements for cryptic procedure names and parameters making the test code
more readable and eliminate additional documentation.

Commands can be device-independent. If you code using commands, you can change
the driver without having to recode or rewrite your code.
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Command examples are shown below:

DMM Set Function VAC
MUX Connect BusA (1)
Delay (100)

DMM Measure (TestResult)

Commands can be defined under the Program, System, or Driver Commands submodules.
The Commands submodule contains the programming statements you designed and created.

System module commands are used to operate the system instruments and reflect the
system’s wiring and switching networks. These commands can be called from the project’s
programs tests or from the system procedures. In the example below, the command
measures volts DC using a DMM (Digital Multimeter) between the unit under test (UUT)
points P1 and P13:

System Measure VDC P1 P13 (d)

This System command can be associated with a System procedure using more than one
system instrument (DMM and a SWITCH) as shown here:

SWITCH Close (13)

DMM Set Function VDC

DMM Measure (dResult)

SWITCH Open (13)

As described, a single System command statement replaced four driver commands resulting
in a simpler, modular program in the test using that command.
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@

Driver Module

An ATEasy Driver is a plug-in, reusable module that can export any of its submodules to
any other module (Programs, System, and other Drivers) in the project. The Driver is
generally used to communicate with the “outside world” such as instruments or other
devices. In a project, a driver resides under the System Drivers submodule.

When defining a driver, you select the interfaces (for example, GPIB or VXI) the driver
supports and their default configuration (such as timeout, terminator and more). Once the
driver is inserted into the system, a driver shortcut is created. You then select the interface
used, and set other configuration attributes such as address.

Unlike a program, the Driver variables retain their values during the life of the application
even after a program has finished. For example, if a program invoked a Driver’s virtual
DMM panel, the virtual panel would still be available after the Program is finished.

Driver commands are high-level statements similar to the statements commonly found in
Test Requirement Documents (TRDs). The Driver commands, typically the code used by
programs tests, are independent of the actual instrument or the method used to
communicate with the instrument (for example, GPIB). A major advantage of this
architecture allows A TEasy users to replace instruments and drivers without the need to
modify any of the test program code. This holds true for any instrument or Driver, as long
as the Driver commands are designed in the same way for all instruments of the same type.

Like any module, the Driver also contains the Forms submodule. Forms may be used
interactively to create virtual panels of the instruments, allowing you to control the
instrument interactively without programming.

An ATEasy Driver is a reusable module. Any libraries or programming elements declared
as public and used within the Driver are available to all other modules within the project by
merely referencing them. The advantage is code duplication is avoided and code reuse is
encouraged.

ATEasy drivers can be created by filling the driver sub modules (e.g. inserting an external
library and creating driver commands) or by importing a function panel (.fp) driver file that
is usually used when programming in LabWindows/CVi®® environment.
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The Integrated Development Environment

Developing ATEasy applications is done using the ATEasy Integrated Development
Environment (IDE). The IDE contains all the tools required to create an application, run,
debug, and then build in order to create Windows’ executable files.

The following figure shows the main window of the IDE below with callouts to the

individual windows.
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The following windows are displayed:

Menu Bar — contains the IDE menus including:

File commands — used for file operation commands such as: Open, Save, and
Print. Also used for Microsoft Source Safe connectivity such as Check-In/Out
and more.

Edit commands — used for editing operations such as: Undo, Redo, Cut,
Copy, Paste, Delete, Find, and Replace.

View commands — used for changing the way you view documents, and to
show or hide the workspace built-in windows such as: Workspace, Variables,
Properties, Log, and debug windows such as Call Stack/Locals, Watch,
Debug, and Monitor. The built-in windows are dock-able, that is, they can be
docked to either side of the main window making them always visible.

Insert commands — Used to insert code commands and statements to the code
editor and to insert object such as variables, procedures, forms, and more.

Build commands — used to perform syntax checking and to build the
application to an executable file.

Run commands — used to start, abort or pause the application, and to perform
test level debugging commands such as: Loop On Test and Stop On Failure.

Debug commands — used to perform source level debugging commands such
as Step Into, Step Over, Toggle Breakpoint and to debug small portions of
your application with commands such as Doit! and Taskit!

Tools commands — used to customize the IDE keyboards commands, menus
and toolbars, to set the IDE options such as directories, and to manage users,
password, and access rights.

Help commands — provide commands to search and open the on-line help.
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The IDE’s most common menu commands can also be displayed using the context menu,
invoked by using the right mouse button or by using fully customizable keyboard shortcuts.

¢ Toolbars — including the Standard toolbar used for common commands, the
Build/Run toolbar used for common build and run commands, the Form Design
toolbar used for form layout operations, and the Controls toolbar used for inserting
controls to a form.

e Status bar — contains multiples panes displaying the status of the application when
running (for example, Run or Paused) or other editing properties such as: current line
and column, size of the selected control on a form, and more.

o The Workspace window — displays the content of the current workspace file in a tree-
like view. This window contains two tabs: Objects and Files. The Objects tree view
displays all files objects opened by the IDE: project files, modules such as drivers,
system or programs, and their submodules such as procedures, and variables. The Files
Tab is used to displays the current workspace project and module files without
showing the files submodules. The user can perform editing commands on the objects
displayed in the tree. Double-clicking on an object/file opens the document view used
to display and edit the object/file.

o The Properties window — displays the properties of the currently selected object.
Clicking on an object in any of the A TEasy windows can set the currently selected
object. The properties window contains pages, each of which displays a partial list of
the object properties. The user may change the object properties by changing the values
displayed in this window.

e The Log window — contains three log pages. The Test log displays the test results
when the application is running, the Build log displays the build progress and compiler
errors, and the Debug log displays trace statement output when the application is
running. The test log displays a report automatically generated by A TEasy when a test
program is running. It can display the results in Text format or HTML format, which
provides more formatting options.
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e Debug windows — used to display debugging information about the running
application. Includes the following windows:

e Call Stack/Locals — displays the variables values of modules variables and
procedures variables. When the application pauses, the user can change the
values of variables.

e  Watch — displays expressions, local or global variables that the user input to
this window. When the application pauses, the expression is evaluated and its
value is displayed in the window.

o Debug — used to type programming statements. When the application pauses,
the user can run the code to evaluate expressions and to perform certain
operations at run-time for debugging purposes.

e Monitor — used to display communication data between the application and a
device (for example, an instrument) through an 4 TEasy interface (for example,
GPIB).

e MDI Child Window showing a Document View window — displays a module and its
objects. The window is divided to two panes by a vertical splitter. The optional left
pane (not shown here) displays a tree view containing the module submodules and
objects. The right pane displays the object being edited, (in this example the
SimpleForm is shown), which is selected in the right pane or from the workspace
window. Clicking on an object in the tree view causes it to be displayed in the object
view. Clicking on the MDI Child Tab can activate MDI child windows.

o Auto Hide Windows — the Log, Workspace and Debug windows can be displayed in
several display modes: Float displayed a stand alone window anywhere on the desktop,
MDI child displayed in the main window as a document view or Docked to the sides
of the main window. Changing the display mode for these windows can be done by
right click on the caption. When a window docked it can also be set to Auto Hide
preserving the main window space by hiding when not needed and displayed when the
mouse cursor is above the window. Changing the Auto Hide can be done by clicking on
the pin image on the caption of these windows. Docked window can also be expand or
collapse by clicking on the down or up arrow on their caption.

Once used, you will find that the IDE is consistent and object-oriented and is geared for
rapid application development. This provides you with a tool that is fast, intuitive, and
easy-to-use in order to create A TEasy applications.
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About Your First Project

This chapter discusses how to create a test application with one program using ATEasy’s
Application Wizard. After creating the application, you will learn how to create tests in the
program and then how to build, run, and debug the application. You will also add a user
interface to the application allowing the user to control the test application with the Test
Executive driver supplied with ATEasy. Use the table below to learn more about this
chapter’s topics:

Topic Description

Starting A TEasy How to start ATEasy

Application Types What are the types of A TEasy projects

Creating an Application | How to create your first application using the
Application Wizard

More About the IDE Key concepts of the ATEasy IDE

Your First Test Program | How to add tasks and tests to your application

Test Properties What are the properties of ATEasy tests

TestStatus and Learn about these important internal variables

TestResult

Running Your First An overview of running an application for the first time

Application

The Log Window The Log Window and the information it provides

Adding the Test Demonstrates a way to add user interface to your

Executive Driver application that lets the user control the running of test
programs, log results, and more.

Using the Test Describes how to run and use the test executive.

Executive

More About Test Describes other features available in the test executive

Executive Driver such as multiple users support and touch panel support.

Building and Executing | How to build and execute an application after it has
Your Application been created.
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Note: A copy of the project that you will create throughout this Getting Started Guide,
MyProject.prj, is located in the ...\ATEasy\Examples folder, along with all of its associated
files.
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Starting ATEasy

Once ATEasy has been set up, the ATEasy icon
V¥ To start ATEasy, follow these steps:

%

ATEasy  appears on the desktop.

1. Double-click the ATEasy icon or, select ATEasy from the ATEasy menu under
Programs on the Start menu.

The first time you start the program, the following screen appears:
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This screen represents the A TEasy Integrated Development Environment (IDE). At first the
main window displays two empty windows (Workspace and Log) and the Startup dialog.
The Startup dialog allows you to create a new application using the application wizard, it
also let you open recent, drivers and examples workspace and project files. The Workspace
window displays objects representing document shortcuts and objects opened in the IDE.
The Client area is where you will do the majority of your work (adding and editing code,
etc.). The Log window is displayed on the client area and showing the Test Log tab that is
used to record print statements that your application may have or the default output of a
test program. These areas will be covered more fully later in this chapter.

Before creating your first application, you must learn about the application types available
when you use the ATEasy Application Wizard to create the application.

Application Types

There are three different types of A TEasy applications available when you use the
Application Wizard to create your application. The following types are available:

e Test Application - the most common ATEasy application type. The project has
multiple programs and a system. In such projects, each program is used to test a single
UUT. You can select the first program to run upon loading. The other programs run
when invoking the run statement in your code in most cases, although a form lets the
operator select which program to run.

By default the Test Application includes two special drivers. The first driver called
TestExec.drv that provides a user interface to your application for running, debugging,
and generating test reports for the test programs when they run. The second driver
Profile.drv allows you to create and run profiles that enable you to run selected
programs, tasks and tests in a custom sequence. A third driver FaultAnalysis.drv allows
you to define Fault Conditions that are used to analyze your test results and thus
provide a powerful troubleshooting tool.

e Instrument Panel Application — the project contains a system with one or more
drivers, and no programs. Typically, you will create this project to provide a window
allowing the user to view or control an instrument settings interactively, or a control
panel that is used for process control. As an example, you could have a virtual
instrument of a switch matrix displayed while debugging a test program. The virtual
instrument would display the status and configuration of the switches while the
program is running.

e Other Application — a generic project containing any modules you select or create.
The user may add a new or existing program, system, and drivers when creating the
project.
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Creating an Application

You may create an application in one of two ways. You may use the ATEasy Application
Wizard or create a new project and then manually insert new or existing programs as well
as a system and drivers files to the project. In this section we will use the Application

Wizard to get a “jump start” and create your application.

V¥ To start the Application Wizard:

1. Select New from the File menu or click on '] from the Standard toolbar or just use the

Startup di

alog shown in the previous section.

The New dialog box displays as shown here:
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2. Select Application Wizard from the list and click OK. The Application Wizard

appears.
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V¥ To set the Project Name and Location:

1. Type MyProject for the project file name and C:\MyProject for the project location as
shown below. ATEasy creates the folder if does not exist.

Application Wizard - Projeckt El

The Application ‘wizard will help you to create a new ATE asy
Application.

FProject file name ;
IM yProject

Froject location ;

IE: W Project _l

¥ Create Mew workspace

Wiorkzpace file name :
IM wProject

Wiorkzpace location ;

IE: “hdy Project _l

< Back I Mest = I Eirmizh Cancel

2. Make sure the checkbox is selected for Create New Workspace and type the
Workspace name and folder as shown here.

3. Press ENTER or click the Next button to continue to the next step.

Note: By default A TEasy files are created in binary format. A TEasy files can be saved in
the Text format. This allows merging when several users are working on the same the file.
It also offers better support for version control software such as Microsoft Visual Source
Safe.
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V¥ To select the Application Type:
1. Select Test Application as the project type.

2. Uncheck Include the Test Executive driver, the Profile driver and the Fault Analysis
driver. The dialog should look as follows:

Application Wizard - Application Type El

Ywhat tepe of application would vou like to create?

% Test spplication

" Instument Panel Application
i~ Other &pplication

[ Include the Test Executive driver ['TestEsec. dr']
[ Include the Profile driver [Profile. dr')
[T Include the Faulk Analysiz diver [Faultinalysiz.dre|

Creates a project file that includes a test program, spstem, &
and drivers you select or create.

Check to include the Test Executive drver. Thiz diver
includes a uzer interface that provides the functionality ta run,
debug, and generate test reports for test programs.

Check to include the Prafile driver. This driver allows pou ba
create and run profiles that enable you to run selected
programs, kazks and tests in a custom sequence.

[

< Back I et > I Finizh | Cancel |

3. Click Next to continue.

We will include the test executive driver later in this chapter.
V¥ To create the application:

1. The next screen sets the program file name and defaults to the project name and
location (C:\MyProject\MyProgram.prg). Rename the Program name to
MyProgram.prg and click Next to continue.

2. The next screen sets the system file name and defaults again to the project name and
location (C:\MyProject\MyProject.sys). Rename the System name to MySystem.sys
and click Next to continue.
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3. The last screen in the Application Wizard allows you to select drivers. While you are
not going to add any drivers here, to access a list of drivers, click the new driver icon

on the toolbar. The driver list is now available. Click the ellipse button |;| to
obtain a list of drivers (the default driver location is the A TEasy Drivers folder, for
example, C:\Program Files\ATEasy\Drivers).

4. Click Finish. The Application Wizard displays a confirming dialog box. This box lists
the choices you have made through the Application Wizard. Click OK to create the
files required for the new application.

After ATEasy generates the application files, the files are loaded to the IDE and the
Workspace window displays the newly created project file and its contents. The two new
modules, the program, MyProgram.prg, and new system, MySystem.sys, are displayed in
Document Views windows. Each window is divided into tree and object views with a
splitter that can be moved to separate the two views.
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More about the IDE

Before you go any further with building your application, there are a few key concepts to
understand about the ATEasy IDE. These are:

Active Project — the workspace may contain
multiple projects. It is important to understand
which project is active, since the Build, Run, and
Debug commands apply to the active project. The
workspace window shows the active project in
boldface. You can set the active project by
selecting the project to make active and select the
Set Active Project from the File menu.

Selected Object — objects are displayed in the
IDE windows with their image representing their
type and name. Clicking on an object such as a
procedure or a variable will make that object the
selected object.

The selected object properties such as type or
name are displayed in the Properties Window.

Active Document — The active document is the
document or file where the selected object
resides. File Operations such as the Save
command apply to the active document.

The Active Documents shown here are
MyProgram, (MyProgram.prg) program, and the
system, MySystem.sys. Note that even though
the workspace document is the workspace file,
the active document is the program, since it owns
Tests, which is the selected object.

ANTSMI1 and ANTM?2 are
projects: ANTTM2 is the Active
Project.

-] AMTSM1

: I:l Programs

: 'ﬁ Spstem

=[] ANTSM2
El'a Programs
- UM1E0
R uMis2
'ﬁ Spstem

As shown here the variable i is
the selected object.

O HFile AFile
O hThread AHandle
O i Long
o Lotg
O ILang Long

Edit commands such as Cut or
Paste work only on the selected
object.

MyWorkspace.wsp
El--- MyProject
El'a Programs
: El'!@ tuProgram
Testz

@ MySystem.sys
EREE] S ystem
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e Dockable windows — Dockable windows can be ~ The dockable workspace
docked to any side of the IDE main window by window shown here is in docked
dragging their title bar close to the border of the state.
main window. 2 MyProject.wsp P,
Dockable windows in ATEasy are the built-in E v Docked
windows: Workspace, Log, Variables, and all the Floating
debug windows (for example, Watch window). MDI Child ram
Dockable windows can be in one of the tree Dockedta b
states: Docked, Float, and MDI Child. MDI Child as b
You can see the differences between the states of e
these windows by right clicking on the diamond """ Commands
button appearing on the dockable window title . Events

bar.

e  MDI child windows — MDI stands for Multiple
Document Interface. The interface displays
multiple documents in the main window. Each
document is in its own window, called an MDI
Child window. In ATEasy, all the document
views as well as the built-in windows (for
example, the Log Window) are displayed as MDI
Child windows. The windows are displayed in a
rectangular area called the MDI Client area. It is
typically surrounded by docked windows, with
the status bar below and toolbar(s) above.

An MDI child window can be
activated by clicking on the
window or on the Tabs
appearing below the MDI client.

bySystenm. sys MyProgra. ..

The second Tab referring to a
document view displaying Tests
in MyProgram.prg is the active
MDI child.

e Tree views — Both document views and the

workspace window contains tree views. The tree
view displays objects in a tree control, each with
an icon representing its name. Additionally, a
plus/minus sign indicates if the object can be
expanded or collapsed. You can perform many
editing operations on objects via the tree view
such as: Rename (F2), Cut, Copy, Paste, Drag
and Drop, or other operations from the Edit and
Insert menus. Clicking on the object with the
right mouse button invokes the object context
menu as shown here.

Description View and Description Button —
Most objects views allow you to enter description
text (notes) to describe and document the object.

- T, Insert Task/Test Below
""" B E Insert Object After
""" lE %3 Insert Cbiect At

B | Goto Definition OF
..... E % CLIL

[

Copy

E Paste

W Delete
Properties...

=lelEE

The button can be pressed or
empty (no text entered).
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Your First Test Program

Your first program contains one task (Power Tests) and two tests (PS1 and PS2). Define the
test requirements by first defining the test type and filling up the test properties. Then, write
some code in the test to tell ATEasy the test result. Consequently, when you run this
program you will see actual test results.

The next step is to add tasks and tests that will be part of your program.
V¥ To add a task and tests:

1. Activate the MyProgram document view and click on the Tests submodule in the tree
view. If the document view is not visible, double-click on the MyProgram program

shortcut.

2. Select Task/Test Below i from the Insert menu or from the standard toolbar. A new
task and a test are inserted below the Tests submodule.

The Tests view is shown here:
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The Tests View displayed in the object view displays a split view with two horizontal
splitters and one vertical splitter. The following areas are displayed as shown in the
previous diagram:

2.
v

Tasks View — a tree view lists the tasks and tests comprising the program. Selecting a
task in this view makes it the Current Task.

Tests View — a list of all tests belonging to the selected task within the Tasks View.
Selecting a Test in this view makes it the Current Test.

Test Header — shows the current task name and number, as well as the current test
name, type, and properties. The header also contains the Description Button used to
show or hide the Test Description View.

Test Description View — a text editor where the current test description is entered.
Test Code View — a text editor where the current test programming code is entered.
To rename the Task and Test:

Change the name of the task by clicking on the Untitled Task name and typing Power
Tests. Note that if you clicked on the task image (icon), the tree view will not be in
renaming mode (clicking on the image changes the selected object). You must click on
the name to enter editing mode.

Do the same for the Untitled Test and rename it to PS1.

To switch to Object View Only:

At this point, the document view displays the tree and object at the same time. Since you
are planning to work only with the object view, it would be nice to have a larger work area
on the screen.

1.

v

Select Object Only from the View menu. The tree view disappears and the object view
is displays on the whole client area of the document view.

To insert the PS2 Test:

To add another test, highlight Test #1 in the Tests View (PS1) and then select Test

After ‘= from the Insert menu or from the standard toolbar. A new test is inserted
after PS1.

Rename the new test from Untitled Test to PS2.
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The document view should now look as illustrated in the figure below:

B MyProgram.prg {Tests) *
Tazk

_ (ol x|
TeztType Dezcription
#-[F PowerTests Minhd ax
T EY

Tazk 1: PowerT ests

Test1.2: PSZ [Pin=P1-14, Unit=¥olt, Type=tink ax, Min=2.45, M ax=2.55]

©
-]

<] |

-
=

While you have added the tests, you have not set any test properties. Continue with the next
section to learn how to set the test properties.
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Test Properties

Task and Test, like all other A TEasy objects, have properties. In the case of a Task, the
properties include basic information such as name, ID, and description. However, the Test
properties include additional information regarding the test type and other properties used
at run-time to determine whether the test passed or failed.

V¥ To display the Test Properties:

1. Open the PS1 context menu by clicking the right mouse button on PS1 and selecting
Properties B

The properties window opens as shown here:

PS1 {Test) Propetties |
General | bizc I

Mame: [PS1 id: [Ps1 #:01.1

Tvpe: IMinMa:-: j FBin: || j Lnit ; I j
Mir I bl ay : I

Desc. : | d

Most of the Test’s properties are common to all tests. Some properties however are
different from one test type to another.
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The common properties are:

Property

Description

Name

The Name of the test. Names are not unique and more than one
test or task may have the same name. They appear in the test log
report when the application is running, and are used by the
operator to identify the test.

ID

Test ID is a unique identifier used with programming statements
to identify the test uniquely. Typically, they are used with task or
test statements that are used to branch to another task or test at
run-time.

Type

Test Type. Can be MinMax, Ref2, RefX, Tolerance, Precise,
String, and Other. The test type sets the requirements
determining if the test status is PASS or FAIL at run-time.
Changing the test type changes the available properties in the
properties window. Please refer to the next section Test Status and
Test Result for additional information.

Pin

The Pin where the measurement is being taken. This is a list of
user-defined UUT pins. Once you enter a pin name, it is added to
the list automatically.

Unit

The Units of measurement. Common units such as “Hz,” “Volt,”
“Ohm,” etc. are available and you may add additional Units. Once
a new Unit is entered, it is added to the list automatically.

Description

A description of the test for documentation purposes. You can
expand the size of this edit box by clicking on the maximize
button located on the right of this edit box.

Synchronize
(Misc Page)

Used for multi-threading or Multiple UUTs with parallel run
mode applications. When Synchronize is checked, it allows only
one thread to execute the test with the specified (optional)
resource name, other threads executing tasks, tests or procedures
with the same resource name will be suspended until the test is
complete.

Tag
(Misc Page)

Application specific data that is attached to the test and can be
used by programmatically by the application.

In our example we will use the MinMax test type. In the MinMax test you set the
Minimum and Maximum number allowed for the test result so the test will have a PASS
status. If the test result is higher than the Max value, or lower than the Min value the test
status will be FAIL.
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V¥ To set the Tests’ Properties:

1. Enter the following properties for PS1:

Pin P1-13

Unit  Volt (you either type this or select from the combo box list)
Min 1.25

Max 1.35

2. Select the PS2 test, and enter the following values in PS2 Test Properties:

Pin P1-14
Unit  Volt
Min 2.45
Max  2.55

The next section discusses the properties of the Test Status and Test Result.

Test Status and Test Result

As discussed earlier, the output of the test is a single measurement result. This result should
be stored in an 4 TEasy built-in internal variable called TestResult. Upon completion of a
test, A TEasy automatically evaluates the test status according to the test’s properties and
the TestResult variable value, and assigns a value to another internal variable called
TestStatus. This value can be any of the following constants: NONE, PASS, FAIL, or
ERR. The value will be used when printing the test result to the test log report.

TestResult and TestStatus are pre-defined internal ATEasy variables. TestResult is
defined as the type Variant. This type of variable can accept different data types such as
Integers, Float, or String. TestStatus is an enumerated type (Enum).



Chapter 4 - Your First Project 49

The following table describes the available test type and their properties:

Test Type

Properties

Evaluation performed by ATEasy

MinMax

Min, Max

Analog test where TestResult is compared against
Min and Max. TestStatus is PASS if TestResult
is between the two.

RefX

Mask, Ref

Digital test (hexadecimal) in which TestResult is
compared against Ref ignoring the bits specified as
Do not Care in Mask. TestStatus is PASS if
TestResult is equal to Ref (except for masked-out
bits).

Ref2

Ref-2

Typically used with digital tests where data
compares the 32-bit (long) TestResult with a
binary reference mask Ref-2, ignoring the bits
specified as "don't care" (x). If the result and the
reference/mask are identical, the TestStatus is
Pass.

Tolerance

Value,
PlusValue,
MinusValue

Analog test in which TestResult is compared
against Value. TestStatus is PASS if TestResult
falls within the Value minus MinusValue, and
Value plus ValuePlus.

Precise

Value

Analog test in which TestResult is compared
against a precise Value. TestStatus is PASS if
TestResult is equal to the Value property.

String

String

TestResult is compared against a string.
TestStatus is PASS if TestResult equal to the
String property.

Other

None

ATEasy performs no automatic comparison. This
test type is used when none of the above
evaluations fit. You can write an evaluation code
and assign the status to the TestStatus variable.

Normally, test code contains code to set up the switching and measurement instruments. A
measurement will be taken and then assigned to TestResult as shown in the following

example:

RELAY Close
DMM Measure

(7)
(TestResult)
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For this example, we are going to enter sample data to set the TestResult without writing
any setup or measurement statements.

V¥ To set TestResult of the PS1 and PS2 tests:
1. Select PS1 from the Tests View.
2. As shown below, click in the Test Code view.

3. Type: TestResult=1.12 as shown here:

=10l x|
Tazk Test TestType  Description
#-[F PowerTests  [i5 PST bitibd 2

1 P52 Pl irbd &

Tazk 1: PowerT estz I_
Test 1.1 : P51 [Pin=, Unit=, Type=tdintdax, Min=, kax=] {}
=

TestResult=1. 12

e -

4. Repeat steps 1-3 for the PS2 test. The value for PS2 is TestResult=2.5

As you can probably see, the tests are set for one to FAIL and one to PASS when you run
them. Continue with the next section to learn how to run the application.
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Running Your First Application

Your application is now ready to run. To run the application, use the Start command from
the Run menu. Other Run commands are available. They are used to abort or pause the
running application and change the way the test program is run.

The Abort command is used to stop the application from running, while the Pause
command will suspend the application. Once the application pauses, you may use other Run
commands such as Current Test to repeat running the last test, Skip Test to skip the
current test to the next test, and others.

ATEasy also lets you set conditions causing the application to pause when the condition is
met. You can use the Task By Task, or the Test By Test to pause in the beginning of each
task or test. Another condition that can be set is the Stop On Failure command, which lets
you pause when a test fails.

Other debugging commands are available from the Debug menu. These provide code level
debugging. Using debug commands you can use the Toggle Breakpoint command to pause
on a specific line of code. You can use the Step Into, Step Over, and Step to Out to walk
through the lines of code.

To run the program for the first time select Start from the Run menu. ATEasy compiles the
required parts of the application and starts running the application. As the program runs, a
window appears displaying the test results report. This window is the Log Window.

The Log Window

The output of any test program is the test results. This data is essential information required
to determine if the Unit Under Test has passed all the tests and if not, what were the
failures. ATEasy provides this (and other) information through the Log Window as shown
below. The Log Window is a dockable window with three tabs and can be shown by
selecting the Log Window =] command from the View menu or from the Standard toolbar.
This log is automatically generated when the program runs.
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Before you go any further, click the docking button to cycle through the positions of the log
window and switch to the MDI Child Window as shown here:

ol-i0ix]

A+ T TestLog £ Debug Log J, Buid Log f

=]

ATEasy Test Log.

COMPany... &

Uset name. @ Fonfiey

Project... @ MyProject

WersioN... & 1 (Thu Dec 16 04 15:15:25)
Program... = MyProject

111y — H

Wersion... = 1 (Thu Dec 16 04 1&:25:30)
serial #.. :

start time @ 127162004 5:31:42 PM

Task 1 : Power Tests

#  Test Name Fin Unit Min Result M status
a1l Ps1 pl-13 wolt +1. 2500 +1.1200 +1. 3500 Fail*
ooz P52 FL-14 wolt +2. 4500 +2. 5000 +2. 5000 Pass

stop time... @ 1271672004 6131242 PM
Elapsed time @ 0.00 minutes

WUT Status.. = Fail* (1)

Signature I oiiimsamasasmssnnnan

There are three pages in the log view:

The Test Log displays the test results generated by A TEasy automatically when you
run a program. The test results include some information about your program: for each
task that was running, its number and name are output; and for each test its number,
name, pin, unit, test type requirements such as Min or Max, test result, and the test
status are output. The end of the test log report contains summary information including
the status of the UUT. ATEasy determines this from the status of the tests you ran.
When debugging the application, A TEasy appends a description of the actions taken by
the user, such as abort, or skip test, to the test log. This can be later used to track and
replicate user actions in order to analyze and debug the UUT. You can select the
Log Failures Only from the Conditions menu if you wish the log to display only the
failed tests results.
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The format and the content of the test log can be customized. For example: you can set
the test log to display in HTML format instead of text to provide more readable output
including various fonts, color, graphics, and more. You can include an image showing a
chart of data that the application acquired. You can disable ATEasy from outputting
anything to the log and use the print statement or other log functions from the internal
library to output any data you wish.

o The Debug Log displays information printed from programs for debug purposes. The
output to this window is usually done using the trace statement.

e The Build Log displays ATEasy compilation information including any actions taken
by ATEasy (such as Compiling, etc.) and error messages.

Scroll to the right to see that PS1 has a status of Fail, while PS2 has a status of Pass.

Adding the Test Executive Driver

By now, you have now your first application in ATEasy. However, the application that you
ran did not have any user interface. The output it generated was displayed in the IDE’s Log
Window. As discussed in Chapter 3, when you use the Build command from the IDE, the
project is compiled and the result is an executable file that can be run independently of the
IDE (similar to any Microsoft Windows application). The executable still needs a user
interface. A TEasy, similar to other programming languages, supports building of custom
user interfaces, allowing you to design your own windows with controls and menus. These
windows are called Forms and you can use them to design your own test executive. In this
chapter, we will use the Test Executive, TestExec.drv driver supplied with A TEasy to
provide our application user interface. This driver will be added to the application system to
provide a test executive for your application. In “Chapter 8§ — Forms,” you will design your
own user interface.

V¥ To add the test executive driver to your application:

1. From the workspace window, expand MyProject by clicking on the plus sign next
to its image. Expand the System in a similar way and then select Drivers.

2. Right-click on Drivers. The Drivers context menu appears. Select Insert Object
Below " . The Insert Driver dialog appears as shown here:
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2]

Look jre | I Drrvers EO 2 G

[l Gx5732.drv ElHpeaniadry  [llmRstldry [l Tes20.drv
[ 021 . drv EBlHp34401a-Fe dre  [RIMyEx6138.dry

My Recent [ BRI o S . drv 3 nibag.dry [ElueiPdzao.dry
Documents (8 GE FRESRLR" EBlvpcrwr.drv E8 rvDde3. drv Bl LieipduiMFx. drv
E [l Gue125.d BBl vvomm.dry ES rpniTs000.dry
[ Gxe138.drv EFgen.dr pcizocdry
Desktop [Tl crezed.drv Bl rewrmeter.dry  [FPcl4zdre
B EEliersioten.dry  [Epeiase.dr
‘ [l Gxe325.drv Bl wiscope.dry B piLpsd.drv
_ [ Gx6338.drv Eiispecandre  [Profile.drv
My Documents |8 CEICRRTI Elivswitchdey  [5mi 0o dr
B [Elizz0x. dev [ sz dre
el Gu7an4.drv EBwircocrtr.dy  [Hsmzozo.dre
Wy Computer | _.,I
| File pame: JTestE wec.div '_"_I | Open I
My N;f.,‘,,k_ Files of type: | Drivees Files {* drv.” dit"ins." p] =l Cancel |

Flaces [ Open as jead-only
¥ Cormert VISA basic types to ATE asy pes [*.ip)
[~ Multiple channel based drives [*.fp)

Note: If the window does not show any .drv file. Your Windows explorer is
probably set the hide files that have the .drv extension. To show these files, Run the
Windows Explorer and select Folder Options... from the View menu. Then Click
on the View tab and check the Show All Files option.

3. Select the TestExec.drv driver from the ATEasy Drivers folder, and click Open to
insert the driver. The driver is added to the Drivers folder in the system. In
addition, a new document view is displayed in the IDE displaying the
TestExec.drv. Note: After the TestExec driver is inserted you can disable it
(without removing it from the System) by setting the Driver Shortcut Disable
parameter to 1. To access the driver shortcut parameters page, right click on the
TestExec in the Workspace window and Select Properties and then click on the
Misc page.
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4. You may repeat steps 1-3 to insert the Profile.drv driver. The profile driver allows
you to create and run profiles that enable you to run selected programs, tasks and
tests in a custom sequence. The Profile driver must be inserted before the Test
Executive driver (use Insert Driver At command when the TestExec driver is
selected). Once this driver is inserted the test executive menu will show special
commands that allow you to create, edit, select and run profiles saved in profile
files.

5. You may repeat steps 1-3 to insert the FaultAnalysis.drv driver. The Fault
Analysis driver allows you to create conditions that are based on the program tests
results. The operator can use this to troubleshoot and recommend ways of fixing
the UUT. The Fault Analysis must be inserted before the Test Executive driver (use
Insert Driver At command when the TestExec driver is selected). Once this driver
is inserted the test executive menu will show special commands that allow you to
create, edit, and analyze conditions saved in a condition file.

Using the Test Executive Driver

The test executive main window is an A TEasy Form displayed by the test executive driver.
The main contains a menu, toolbar, status bar and a Log control to display the test results of
the running program. The test executive provides support to differenet execution models of
your project programs, these includes sequntial mode, parallel mode and mixed mode.
These modes are mainly used when executing multiple UUTs and test programs at the same
time (parallel mode) or in sequence (sequential mode).
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To use the Test Executive:
Select Start from the test executive Run menu. MyProgram will run.

Notice the test log is now displayed in HTML format as shown here:

=
Program View Run Conditions Log Tools Help
=3 (= E B =y Bl i 3 &
SelectProgram | Start Reset Abort Pause | CurrentTask MextTask | CurrentTest NextTest Loop Test || Continuous Task By Task TestBy Test
] F & 2 (=4 O
Pause On Task Failure Pause On Test Failure | Clear Log PrintLog Save Aslog Freeze log Log All Failures Only | Exit
| g““ MyProgram i Al | g Summary |
1. PowerTests ;I
=& 1.1.P51
g? 12 Pg2 ATEasy TestLog
Company
User name : RonnieY Eantes‘
Praoject - MyProject Tarvin Test Systems, Inc.
Version -1 (Mon Dec 18 00 10:49:06)
Program : MyProgram
uuT 9
Version =1 (Thu Jul 2% 10 17:53:54)
Serial #
Start time - 7/29/2010 5:56:17 PM
Task 1: PowerTests
# Test Name Pin Unit Min Result Max Status
001 P31 P1-13 +1.2500 +1.1200 +1.3500 Fail*
002 Ps2 P1-14  Volt +2.4500 +2.6000 +2.5500 Pass
Name : PS2
— e Stop Time S 7/29/2010 5:56:17 PM
e L Elapsed Time : 0.00 minutes
Requred: P 45t0 255 UUT Status ~ : Fail” (1)
Restlt : E-E' Signature |
Status : Fass 4
| | BN o

The Test Executive main window is divided to three panes: the Tests pane, the Test
Properties pane and the Log pane. The Tests pane displays the current program or
profile that is a subset of your application tests in a tree view. Each node in the tree has
a checkbox that allows you to include the test or exclude it from running. The Test
Properties pane display the current test properties including its name, its type the
required values, result and its status. The Log pane displays the test log report showing
the test log report in either text or HTML format.
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At run-time when the test executive executes a test, the test node is highlighted and
colored according to the test status (red for fail, green for pass, black for none), the test
properties pane displays the test properties and result and the test log is appended with
the test’s result.

The test executive log report and the test executive window features are fully
customizable from the test executive driver commands or by using the View menu or
Options dialog. In addition, if the profile driver (profile.drv) is also included in the
system, additional menu items will show to allow you to create, select and run test
profile using the profile editor.

If you browse through the test executive menus, you will see that the test executive has
commands allowing you to select which program to run (Program Menu). The Run
and Conditions menus contain commands similar to the IDE Run menu, and the Log
menu lets you save, clear, or print your test log.

2. Choose Exit from the Program menu. This exits the application and returns to the IDE.

You may want to browse through the test executive driver submodules to see how this
driver implements the user interface displayed through the test executive window. Look
under Forms to see the form that is used to create the main window of the test executive.
Other interesting code resides under the test executive Events submodules. This is where
the driver controls the test programs’ behavior and implements some of the Run and
Conditions statements. We will cover these topics in later chapters.

You have now created and tested a very simple application. Adding the test executive
driver to the application allows you to provide a test executive to your application quickly.

More about Test Executive Driver

Not only the test executive driver provides a convenient user interface for your test
programs, but also it provides multi users environment where the administrator creates user
groups and user accounts. User group such as “Testers”, “Supervisors”, “Administrators”
will be assigned with its own set of command menus, toolbars, options and different level
of privileges. (Please refer to the TestExecUsers example in the A TEasy Examples.) Each
user account will inherit the specific settings of the user group it belongs to. An
administrator will have full privileges of the Administrators group.
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Furthermore, the test executive driver provides two modes of Ul operations: Modal and
Modeless. The Test Executive main window shown in ‘Using the Test Executive Driver® is
the user interface in Modeless mode where you can access its commands through menus
and a toolbar. In Modal Mode, Test Executive does not have menus and a toolbar; instead
it has a series of buttons’ forms, each consisting of command buttons in full screen. The
Modal mode is used to support specifically for Touch Screen user interface in which all
operations are performed by ‘touching’ the button controls instead of keyboard and mouse
operations. It also provides a more directed and ‘simple to use’ user interface.

In Modal mode of Test Executive, the main window displays common commands as shown
here:

Program Mame : SystemBIT

Test Status : Nonea

(= Programs ... EI], Start 17l Cenditions...

1 Run... ffj] Log... } Tools. ..

= View Run/Log ‘ [ Exit ‘ € Help ‘

[ READY

You can switch between the two modes of user interface by opening the Customize or
Users dialog (Options Page) from the test executive Tools menu.
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In Modal Touch Panel mode, Test Executive uses a virtual keyboard for user input as
shown below:

N Y Y

2 5 2 [ 20 0 A ([ s
O S G
B
' | || ] I

i |

Whenever the Text Executive requires a user input, the virtual keyboard will automatically
appear so that the user can input necessary information.

More information about the Test Executive driver is available in the A TEasy online help.
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Building and Executing Your Application

You are now ready to build and execute your program. If you go to the Properties page for
your project, you can see the default Application Target Type, the EXE file and Target File
name, which will be created:

MyProject (Project) Properties #

Generall Infn:nrmatin:nnl Sharing FProject I Misc I

Target Tvpe : Stand-alone Executable [EXE]

Target File : IE: “Program Files'ATE agy\Examples\MyProject. exe

leon File : I |:| ||
Startup Program :IM_l,lF'mgram j Arguments : I

V¥ To build and execute your application:

1. Select Build from the Build menu. Note that the Build Log tracks the compiling
process and indicates when it finishes. Once the Build finishes, an EXE file is created.

2. Select Execute! from the Build menu to run the EXE file you just created. Alternately,
you can use Windows Explorer to run the EXE file as in other Windows application.
Your application will now run.

You can freely distribute the EXE file generated by ATEasy to your end users. Similar to
other programming environments, the end user must install the run-time version of ATEasy
as well as all external files your application uses, such as DLLs and ActiveX controls.

Before continuing to the next chapter, you need to remove the test executive driver from the
system.
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V¥ To remove the test executive driver from the system:
1. Select the TestExec driver, in the Workspace window.
Select Delete from the Edit menu. The driver is now removed from the system.

Click Save All from the Standard toolbar to save your work.

Eal

You will be prompted to enter a file name for a workspace file. Type
C:\MyProject\MyWorkspace and click OK.

Continue with the next chapter to add variables and procedures to your project.






CHAPTER 5 - VARTIABLES AND PROCEDURES

About Variables and Procedures

This chapter discusses how to create and use A TEasy variables, data types, and procedures.
You will declare two program variables: i, adSamples. The first one will be used as a loop
counter, while the second will be defined as an array. It will contain values to be passed to a
procedure named Average. You will write this procedure to calculate the average of an
array.

You will also learn about ATEasy statements and the internal library. Use the table below
to learn more about this chapter’s topics.

Topic

Description

Variables and Data
Types

About the variables and data types supported by ATEasy.

Variables Naming
Conventions

Guidelines for naming variables and how to declare a
variable.

Declaring Variables

How to declare a Variable.

Variable Properties

What Variable Properties are and how to set them.

Procedures

What Procedures are.

Creating a Procedure

How to create a procedure.

Procedure Properties

What Procedure Properties are and how to set them.

Procedure Parameters
and Local Variables

Guidelines to procedures’ variables and parameters, how
to create them, and how to write procedure code.

Calling the Procedure

How to use (call) a procedure from an A TEasy program.

from a Test

Debugging Your Code About ATEasy debugging tools and how to use them.
More About Writing Additional information regarding writing code.

Code

The Internal Library

What the internal library is and procedures it includes.
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Variables and Data Types

A variable is an area in the computer memory used to store data of a specified type. A data
type defines the type, range, and size of value or values that can be stored in a variable.
ATEasy has a wide variety of many basic data types built into the language. These data
types are divided into the following groups:

Signed Integer numbers: Char, Short, Long and DLong for 1, 2, 4, and 8 bytes
integers that can contain positive or negative values.

Unsigned Integers numbers: Byte, Word, DWord and DDWord for 1, 2, 4 and 8
bytes integer that can contain only positive values.

Floating point numbers: Float is 4 bytes and Double is 8 bytes floating point data
type.

Character strings: Strings can be defined for fixed or variable length strings used to
hold ASCII characters. Each character is based on the Char data type. BString is used
to hold Unicode characters based on the Windows internal data type that is used to
communicate with COM objects. Each character is based on the WChar data type
where a single Unicode character is stored in 2 bytes.

Object data type that is used to hold instances of COM or .NET classes or controls.
Object data type can be created from 4 TEasy internal library (that is COM based) or
using external library. See chapter 9 for more information.

Misc. data types: including: Bool — which can hold two values, either True (-1) or
False (0); Variant — which its internal data type can changed dynamically as you assign
values of different types; and Procedure — which is used to hold an address of a
procedure. Other available data types are: Currency and DataTime which are data
types that are used sometimes for communication with external libraries.

ATEasy also supports user-defined data type. These include Struct, Enum and Typedef.
Struct defines new data that contains several fields, each with its own data type grouped
together defined as one data type. Enum defines one or more integer values each with its
own name and Typedef, which provides a user-defined name or alias to another type
name.
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Variable Naming Conventions

ATEasy uses prefixes for naming variables in its internal library. While these are not
requirements when creating variables, we recommend these conventions be used whenever
a variable is declared. Prefixes are based on the variable data type and used to identify the
data type without checking how it was defined. This expedites the debug and maintenance
process as well as the coding standard that is important when multiple users are working or
debugging the same module.

The recommended format of variables names is shown below:
[scope] [pointer] [array] [Type] VariableBaseName
Where:

e Scope refers to public (g ) or non-public (m_) driver or system variables. Procedure or
program variables do not have a scope prefix.

e Pointer refers to VAR parameters or pointers having the p prefix.
e Array indicates the variable is an array by using the a prefix.
e Type is one of the types as follows:
¢ for Char, n for Short, 1, i or j for Long and dl for DLong (for example, 1Count).

uc for Byte, w for Word, dw for DWord and ddw for DDWord(for example,
dwMask).

f for Float, d for Double (for example, dResult).
s for String and bs for BString (for example, sText).

b for Bool, v for Variant, cy for Currency, dt for DateTime, ob for Object, en for
Enum and st for Struct (for examples, bModified, cyTotalAmount, vKey... ).

VariableBaseName refers to the name of the variable. This should be one or more
words with no spaces or underlines between them. Each word starts with upper case
characters and continues with lower case characters (for example, nNumOfSamples)

As an example, the following variable is a public module array. Each element in the array
has a type of Double:

g_adSampleResults

Other rules imposed by the ATEasy programming language for naming identifiers must be
followed. These rules set the maximum number of characters for a name: 256 characters,
the allowed characters for starting identifier: , A-Z, a-z, and the allowed characters
following the first character A-Z, a-z, 0-9, .
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Declaring Variables:

For ATEasy to recognize and use a variable, it must be declared first. When declaring a
variable, you can determine its name and data type as well as give it a description for
documentation purposes.

V¥ To declare program module variables:

1. Double-click on the Variables submodule below MyProgram in the Workspace
window. A Variables view opens displaying three columns: Name, Type, and
Description.

a3

2. Right-click on the view and select Insert Variable At = from the context menu.
A new variable is created and displayed in the view. An edit box displays allowing
you to rename the variable name.

3. Type the name: i.

|
4. Right-click on the i variable and select Insert Variable After “2a . A new variable

is created and inserted after i. Rename it by typing adSamples.
Your screen should now look similar to the following:

& MyProgram.prg (Yaria i ] B

I arme Type D eszcription
o Lonhg
O adSamples Long
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Variable Properties

The next step is to set the properties of variables that you defined. The first variable, i, is
declared as Long. The second variable, adSamples, will be declared as a one-dimensional
array holding 20 elements of type Double.

V¥ To set the properties of the variables:

1.

Right-click on the variable and select Properties &, Alternately, you can double-
click on the variable icon, or select the variable and choose Properties from the
View menu or from the Standard toolbar.

The Variable properties window displays as shown below:

¥ariablel {¥ariable) Properties x|

General | WValue I

Mame : Ii

Tupe: ILDng j J
Desc. : I ﬂ

The properties of a variable include Name, Type, array dimension (Dim) and size
(Dim Size), description (Desc) , and Public (The Public does not show here since
it is not applicable for program variables). The Public property indicates whether
this variable can be used from other modules. The Value property page contains
the variable’s initial value, and whether the variable is constant and cannot be
changed programmatically (the const property).

Click in the Desc field and type Loop Counter for the description.

Leave the Properties window open and select the next variable adSamples. Note
that you do not have to close the Properties window; the properties window updates
and displays the object you selected. Repeat steps 1-2 for adSamples and type
Array of 20 samples in the description field.

Click the drop down arrow next to the Type combo box and select Double as the
type. Set the Dim to 1, the Dim Size to [20 ].
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Procedures

A Procedure is a set of command instructions that can be executed at run-time as one unit.
A Procedure that returns a value is called a function. A Procedure that does not is called a
subroutine. Procedures typically contain code used multiple times throughout the
application. By using procedures, the total code is reduced, improving code reuse and
maintenance of your application.

Procedures typically have a name, parameters, local variables, and code. The name is
used when calling the procedure. Parameters are variables used to pass arguments
containing values from the caller to the procedure. Code is programming statements
included in the procedure, and /local variables are used within the code if intermediate
values need to be stored in the procedure while it is executing.

Several types of procedures exist in ATEasy:

User Procedures — These procedures are defined under a Procedures submodule or in
a Form Procedures submodule. User procedures contain code written by the user. The
code may contain calls to other procedures or even to the current procedure (recursive
call).

Events — Events are ATEasy procedures called by ATEasy when an event occurs. Two
types of events are available in ATEasy: Module events and Form events. Module
events are called to notify the module that a certain event occurred in the application,
for example, OnAbort is called when the application is aborted. ATEasy calls form
events because of user interaction with a form, menu, or control. Examples of form
events include OnClick, OnMouseMove, and more. Events names and parameters are
pre-defined by A TEasy and cannot be changed by the user.

IO Tables — These are procedures used to send or receive from a device or instrument
using an ATEasy interface such as GPIB. An I/O table does not contain code; rather; it
contains I/O operations.

DLL — These are procedures residing in, and exported from, an external library (DLL).
You can define and call them in ATEasy.

Type library/COM or .NET methods and procedures — These are similar to DLL
procedures as they reside in an external library. They are defined automatically when
you import the COM based Type Library or .NET assembly describing these
procedures.
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Creating a Procedure

V¥ To create a program module procedure:

1. Select Procedures from the Tree View.

=]

A

2. Right click on Procedures and select Insert Procedure Below ' "3 on the context

menu. The Procedures View opens displaying as shown here:

B mMyProgram.prg (Procedures) * O] x|

Procedures Procedurel|

M ame Type Dezcrption

w

4] | 2w

The procedures view display the module procedures in a combo box on the top of the view.
Below it is an area where the procedure description can be entered. The procedure
parameters and variables area follows this and the procedure code area is displayed at the
bottom of the view.

The procedures combo box displays the available procedures and is used to select the
current procedure. The other areas display the current procedure description, variables,
and code.

Procedurel is the newly created procedure. It is the current procedure. The return type was
set to Void indicating the procedure does not return any value and is therefore a
subroutine.
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Procedure Properties

In our example, you will be creating a procedure to calculate the average value of an array
containing floating-point numbers.

V¥ To change the properties of the procedure:

1. Select Properties from the View menu or click the Properties Window tool on the
Standard toolbar. The procedure’s properties window appears:

Procedurel (Procedure) Properties E

General I

=11 1= 3 (Procedure 1
Retums : I‘-I-:uid j J

I~ Compile ™ Smchonize: [
Desc. I ﬂ

The properties of a procedure include Name, Return value type (Returns), Description
(Desc.), and Public (the Public does not show here since it is not applicable for
program procedures) indicating whether the procedure can be called or used by other
modules.

2. Change the procedure name to Average.
3. Select or type Double from the Returns combo box to set the return value.
4. Type the following description: Calculates an average value of an array.

At this point, the procedure properties are defined. You now need to declare the procedure
parameters, variables and write the procedure code.

The Compile flag (checkbox “Compile”) is used to force ATEasy to compile and include
this procedure during build of the target file (EXE or DLL). Normally, only procedures that
are called or referenced from a test or a procedure will be included and compiled during the
build in the target file.



Chapter 5 — Variables and Procedures 71

Procedure Parameters and Local Variables

Variables used by procedures can be local variables, module variables, or parameters.
Parameters are used when calling the procedure in order to pass data and variables to the
procedure. The caller passes the arguments to the procedure parameters in the same order
they were defined as parameters. The procedure then uses the parameters to perform
calculations or any other tasks it needs to perform.

Two types of parameters are available in ATEasy: Val parameters and Var parameters. A
Val parameter receives its initial value from the argument passed to the procedure. It can be
changed by the procedure; however, that change is reflected only in the procedure while the
value of the argument is not changed. The Var parameters hold the address of the argument
variable passed to the procedure. Any change to the parameter will be reflected in the
argument variable.

Local variables are created each time the procedure is called and their initial value is set
before the procedure code is executed.

Your procedure, Average, has two parameters: ad, used to receive the array, and 1Size used
to tell the procedure how many elements of the array are needed to calculate the average.

Additional procedure variables will be needed to perform the average calculation. These
are: d to hold the sum of the array elements and i to be the loop counter. The loop counter is
used to iterate through the array in order to sum the value of all array elements.

V¥ To create the procedure variables and parameters:

1. Right-click in the variables pane of the procedure view. This is the pane with the
headings Name, Type, and Description. It appears below the procedure description
pane. Select Insert Parameter/Variable After Z. A new variable named Variablel is
inserted.

2. Rename it to ad by typing or pressing F2 (if not already in edit mode) and typing.

3. Repeat steps one and two and define the following variables: 1Size, d, and i. By now,
you should have four variables defined as Val Long.

4. Right-click on the ad parameter and select Properties B Set the following properties:

Name: ad
Parameter: Val
Type: Double
Dim: 1

Desc.: Array to calc average
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5. Repeat step four for the I1Size parameter as follows:

Name: ISize

Parameter: Val

Type: Long

Dim: 0

Desc.: Number of elements, use the whole array if omitted

Check the Optional check box. This allows the user to pass or not pass an
argument here.

Set the initial value from the Value property page for this parameter as —1. If the
caller will not provide this argument the value of 1Size will be —1.

6. Repeat step four for d, the local variable as follows:

Name: d

Parameter: None

Type: Double

Dim: 0

Desc.: Sum of elements

7. Repeat step four for i, the local variable as follows:

Name: i
Parameter: None
Type: Long
Dim: 0

Desc.: Loop Counter
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Writing the Procedure Code

You are now ready to start writing the code. To average a group of numbers, you need to
sum the elements of the array (ad) and then divide the total by the number of elements
(1Size).

V¥ To write the procedure code:

1. Type the following statements in the procedure code area:

! handle optional parameter
! if -1 or not passed then use the array size
if 1Size=-1
! calc num of elements
1Size=(sizeof ad)/ (sizeof double)
endif
if 1Size<=0
return O
endif
! sum all elements to d
for i=0 to 1Size-1 do
d=d+ad[i]
next
! calc average
d=d/1Size

return d

The first two statements determine how many array elements to calculate the average
(ISize), followed by a For-Next loop starting with 0 and ending with the last element
you want to average (ISize-1). d is used to store the sum of all elements. The last
statement returns the average (total divided by number of elements) to the caller.

2. To verify the code was typed correctly and that you do not have syntax errors, click on
the Checkit! E=] on the Build/Run toolbar. If no errors are found, the status bar, shown
at the bottom of the main window, should display No Errors. Otherwise, the cursor
will move to the place where the error occurred and the status bar will show a
description of the compiler error, in this case, fix the error and repeat this until No
Errors displays in the status bar.
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The Procedure View should now look as illustrated in the figure below:

B MyProgram.prg {Procedures)

=101 x|

P'ru:u:eu:lures:|§E Ayerage(ad. 15ize]: Double j I@
Feturns the average of an array :I
M arme Type D escription
o £S5 W al Diauble(] Array to cale average
O ISize [al] Lang = -1 Mumnber of elerenets, uze the whale aray if onmitted
o Lang Loop counker
o d Diouble Sum of elernents
! handle optional parameter (5=
' if -1 or not pazzed thenh uze the array =ize
if l8%ize=-1
' cale num of elemwents
l3ize=(zizeof ad)/ (zizeocf doubhle)
endif
if l3ize<=0
return O
endif
I sun all elemwents to d
for i=0 to 15ize-1 do
dA=d+ad[i]
next
I zale averadge
d=d/ 15ize I
return d
-
<] | AW
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Calling the Procedure from a Test

To see if the average procedure you just created works, create a test. In the test, set 20
elements in an array with values ranging from 1 to 20. Then, call the Average procedure.
The procedure should return 10.5, which is the average of the filled array. Use a precise test
type with a required value set to 10.5.

V¥ To write a test using the Average procedure:

1. Double-click on the Tests submodule below MyProgram in the Workspace window.
The tests view should appear in a new document view.

2. Right-click on the Power Tests task, and select Insert Task After 5. A new task with
a test is inserted.

3. Rename the task to Procedures by typing in the edit box or pressing F2 and typing.

4. Rename the Untitled Test to Average by clicking on the Untitled Test text and typing
Average.

5. Right-click on Average and select Properties e Change the test type to Precise and
set the value to be 10.5.

6. Now enter the following code in the code pane:

! set array values 1..20
for i=0 to 19
adSamples[i]=1i+1

next

! calc average of array into TestResult

TestResult=Average (adSamples, 20)

The first three statements in this example are a simple For-Next loop filling the array,
adSamples. The next line calls the average statement and sets the result to be the test result.
Note that you could call the Average procedure by omitting the second optional argument
(TestResult=Average(adSamples)), since you are calculating the average of the entire
array.

At run-time, after the test is completed, A TEasy will use that variable to determine if the
test passed or failed.
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The program should now look as illustrated in the figure below:

B MyProgram.prg {Tests) :1 - | Ellil
Tazk Test TestTupe  Description

Poweer Testz I Average Precize

ERE] Frocedures

Tazk 2 : Procedures I_
Test 21 : Average [Pin=. Unit=, Type=Precize, Walue=10.5] {}

' set array wvalues 1..:20

for i=0 to 19
adZamwples[i] =i+l

next

' zale average of array into TestBResult

TestResult=Average (adlamples, 20)

-

EIN vl

You can test your code by selecting the Testit! % command from the Debug menu. This
command will run only this test. After the test runs, take a look at the test log and verify
that the test you just wrote has a “Pass” status.

In the next section, you will learn several ways to debug your code.
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Debugging Your Code

ATEasy provides extensive tools to allow you to debug your code. These include the
following commands:

Continue / Pause 5§ (F4) — continues or pauses the debugged application.
Abort [# (ALT+F5) — aborts the debugged application.

Doit! [k (CTRL+D) — executes the current code view selection. If no code is selected,
the whole content of the code view is executed. The command is available only when
the current view is code view (in the tests view or procedures view).

Step Into = (F8) — allows you to execute your code line by line. Step Into executes the
current line and pauses. If the line is an A TEasy procedure, ATEasy pauses before
executing the first line in the procedure.

Step Over = (F10) — is similar to Step Into, however, if the current line is a procedure
ATEasy executes the procedure as a unit and pauses after the procedure is returned.

Step Out F2¥ — executes the remaining code of the current procedure and pauses at the
next statement following the procedure call.

Toggle Breakpoint el (F9) — sets or removes a special mark in your code to tell the
debugger to pause before executing the code.

Run to Cursor #2 — sets a temporary breakpoint at the current insertion line and then
continues execution.

Several debugging windows are also available. These let you watch the value of the
application variables during execution. These following debugging windows are available:

Call Stack/Locals & — displays variables values of modules variables and procedures
variables when the application is paused. The user can change values of variables.

Watch &2 — allows you to type expressions in order to evaluate their value. ATEasy
calculates and displays the value of the expression every time the execution pauses.

Other debugging commands and windows are available from the Run and Debug menus
and the View menus.
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ATEasy contains two execution modes when executing code from the IDE. You can select
lines from the code view and execute them — this is called Selection Run Mode.
Alternatively, you can execute the application or a portion of your application (e.g. a test).
This is called Application Run Mode. You can start debugging using Selection Run Mode
when the active view (the view with the input focus) is the code view. Use the Doit!,
Loopit!, Formit!, and step commands. If the active view is not a code view, run mode is
always used.

V¥ To use Selection Run Mode for debugging:
1. Activate the Average test code view by clicking on the test code view.

2. Select the Step Over command from the Debug menu. ATEasy executes the code in
the test. Since no code was selected, all the test code in the view will be compiled and
scheduled for execution. ATEasy will pause before starting the execution and the code
view mark area (the left bar) displays a yellow arrow showing where the execution
paused. This is the Next Statement Mark as shown here:

for i=0 to 19
L adSample=s[i]=1+1
ne=t

3. Click Step Over. At this point, the next statement advances to the assignment
statement.

4. Select Call Stack from the View menu. The Call Stack window is displayed. Notice the
current module variables and their values are displayed. i should be zero and the array
adSamples elements should all be zeros.

5. Click Step Over. At this point, the next statement advances to the assignment
statement. The first element of the array should be set to 1 as shown here:

ol -i0/x]

I i MyProgram duverage j
M ame Walue Type

-0 adSamples £1.0,0.0,0,0,0,0.0.0,0,0.0.0... Doublel20]
I | 0 Lonhg

4 Calls /4 Globals

You can repeat this step to see how the value of the program variables changes as you
step through the code.
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6.

10.

11.

12.

13.

Set the insertion point to the line containing the call to the Average procedure. Select
Run to Cursor from the Debug menu. ATEasy continues the loop and pauses before
calling the procedure; filling the array elements values from 1 to 20. You can expand
the array in the Call Stack window to see the array elements by clicking on the + sign
next to the array.

Select Step Into from the Debug menu. A new document view will be displayed
showing the Average procedure code. Note also, the Call Stack window now displays
the procedure variables. The combo box displaying the call stack chain in that window
shows two items: the top one is the Average procedure and the second one the Average
test.

Select the second item in the Call Stack combo box. The Test is shown. Notice the
green triangle mark next to the line that called your procedure. This mark is the Call
Mark and it shows the line that called your procedure as shown here:

I zalc the average of the arrav
[ TestResult=Average{adSample=s, Z0)

To display the next statement, select Show Next Statement from the Debug menu. The
average is displayed again.

Set the insertion point in the line containing the division of d with ISize. Select the
Toggle Breakpoint command from the Debug Menu or from the Standard toolbar. A
red Breakpoint Mark will appear next to the line as shown here:

| zalc averages
@d=d-15i=z=
return d

Select Continue from the Run menu. The debugger stops where you placed your
breakpoint. At this point, you can examine the value of d in the Call Stack window.

Open the Watch window by selecting Watch from the View menu. The Watch window

will show. Right-click on the view, and select the Insert Object At = . Type d/ISize.
The value displayed should be 10.5 as shown here:

SRI=TEY

Mame Y alue Type

[ p ] watch 1 4 wwsteh 2 fy wiskch 3/

To complete this debug session select Continue or Abort from the Run menu.
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More about Writing Code

ATEasy has a large number of options and features to help you when writing code:

You can insert flow control statements as a for...next statement by right-clicking on
the code editor where you want the statement to start and selecting the Insert Flow-
Control Statement from the context menu. This will insert text that can serve as a
template for the statement; you will need to edit it to add the missing parts.

You can insert a symbol or a procedure call by right clicking on the code editor where
you want the symbol to start and selecting the Insert Symbol command from the
context menu. This shows a browser window with the available symbols that you can
use from the current procedure or test.

You can use the ATEasy Auto Type Information feature to provide information
regarding procedures, variables and other programming elements. You can move the
mouse cursor on the programming element to see the syntax and a description of that
symbol.

You can use the code completion options Parameter Suggestion and Parameter
Information to suggest parameters for procedures when you type parameters. The
syntax, type, and description of the parameter that you typed in will show in a small
tool tip window next to the insertion point.

You can turn on the code syntax highlighting to color code the programming
statement. This makes the code more readable and shows you which words are
keywords, literals and more.

Other code completion features are available for using objects, structures and
commands.

Additional resources explaining about the programming language elements and statements
can be found in the on-line help and in the examples provided with ATEasy.
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The Internal Library

ATEasy’s internal library is based on Microsoft’s Component Object Model (COM)
technology. This is a software architecture that allows software components made by
different vendors to be combined into a variety of applications using different programming
languages. COM allows you to describe programming components in type libraries. These
libraries can be imported and used by programming environments such as ATEasy. ATEasy
is supplied with a type library called the internal library. The internal library contains the
following components:

Classes are objects containing data and procedures grouped together. Class data
members are retrieved and set using Properties. These Properties can be considered as
variables, which can be set or retrieved by using functions. Procedures in classes are
called Methods and are used to perform actions on the object. Classes also contain
Events that are called when the object notifies the application that a certain event has
occurred. Examples of ATEasy classes are: the ADriver class providing access to
driver properties set by the user at the design time, the AForm class providing a
window, and more.

Controls are classes adhering to specific COM standards to provide design and run-
time behavior when placed on a form to provide a user interface component. Examples
of the internal library controls are: the AButton control that displays a button and
provides notification when the button is pressed (OnClick event), the AChart control
used to display charts, and more.

Procedures are used when writing code in procedures and tests. The internal library is
supplied with a large number of procedures. The procedures are divided into groups
that are called Library Modules. The internal library has modules used for
mathematical calculations, string manipulation, file I/O, GPIB, VXI, serial
communication, port I/O, DDE, and more.

Variables provide the application a way to get, set, and perform actions on your
application components. These include TestResult and TestStatus that provide a way
to set the test result and test status; objects such as the Test object that provide a way to
the application to get and set the current test properties; and more.

Types are data types defined by ATEasy and used by the internal library classes,
procedures, and variables. An example is the enumATestStatus providing the various
constants for the TestStatus variable.

The internal library can be browsed under the Libraries submodule. You can expand the
internal library components. You can retrieve help on any item that you see in the internal
library by pressing the F1 key.
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CHAPTER 6 - DRIVERS AND INTERFACES

About Drivers and Interfaces

This chapter discusses how to create, add, configure, and use drivers in the system. You
will learn how to configure interfaces such as the GPIB board; how to add interfaces to the
driver; how to select the driver interface; and how to set the driver address in the system
using the driver shortcut. In this chapter, you will use I/O Tables to send and receive data to
a GPIB instrument using the HP34041 Digital Multimeter. You can apply similar

techniques when using a different instrument.

Use the table below to learn more about this chapter’s topics:

Topic

Description

Interfaces and Interface Types

What are interfaces and what types of interfaces
ATEasy supports.

Adding an Interface

How to add an interface.

Creating and Adding Drivers

How to add drivers to a system and how to create
new drivers.

Driver and Driver Shortcut

Differences between the driver shortcut propertie
and the driver’s properties.

2]

Driver Default Name

How to define the default name of a driver.

Defining the Driver Interface

How to define a driver’s interface.

Configuring the Driver in the
System

How to configure the driver for an application.

I/O Tables

What are I/0 Tables?

Creating a SetFunctionVDC I/O
Table

How to create an I/O Table.

Creating a SetFunctionVAC 1/0
Table

How to create a second type of 1/0 Table

Using the Output Discrete Mode

How to take advantage of discrete properties to
reduce the number of I/O tables necessary in the
system.

Reading Data from the How to create an /O table to read data from an
Instrument instrument.

Calling an I/O Table from a Test | How to call I/O Tables from a program.

Using the Monitor View How to set up and turn on the Monitor View.

Using Function Panel Drivers

How to use .fp drivers.
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Topic Description

Using IVI Drivers How to use the ATEasy drivers for IVI based
instrument drivers

Interfaces, Interface Types, and Drivers

Interfaces are elements allowing ATEasy to communicate with external devices such as
instruments, computers, files, and more.

ATEasy supports two types of interfaces: internal (built-in) and external. Internal
interfaces are built into your machine and do not require any special software or
configuration. These interface types include:

e COM - for serial communication.

e FILE — for file I/O.

e  WinSock — for TCP/IP communication (also low level LXI instruments).
o ISA — for PC based ISA bus based instruments.

e NONE - for drivers that do not use ATEasy interfaces.

In addition, ATEasy supports external interfaces requiring configuration and vendor
specific DLL libraries. The following external interface types are available:

¢  GPIB - General Purpose Interface Bus or IEEE-488, used to access an external GPIB
instrument connected to a GPIB interface board installed in your machine with a GPIB
bus cable. A TEasy supports many GPIB interface board vendors including Computer
Boards, Keithley (CEC), HP, and National Instruments.

e VXI - VME eXtension Interface. Allows ATEasy to communicate with VXI based
instruments using a National Instruments MXI-VXI board installed in your machine.
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ATEasy’s applications are not dependent on the ATEasy Application
interface vendor. For example, replacing a National Drivers, and Procedures
Instrument’s GPIB board with HP’s GPIB board will @

not result in changes in the application. In addition, ATEasy's Run-time Engine

when using 1O tables to communicate with the device,
drivers can be made interface type independent, so one
driver can be written to support more than one interface
type (for example, GPIB and VXI). Once the driver is
added to the system, a driver shortcut is created and Torane BoartdPom
configured to contain the currently used interface and (e.. M Gpib Board driver)
the interface address.

ATEasy Interface Driver
(e.q. AGpikMidIl)

Device Interface and
Device

Adding an Interface

Before ATEasy can access external interfaces on your computer, they have to be defined
and configured. These interfaces include GPIB and VXI. Other interfaces, such as COM
ports, are built-in and do not require any further action.

Before defining an interface, you must install the interface board in your computer and
install the vendor software driver. ATEasy uses the vendor driver in order to configure and
use the interface board.

In this example, we will be using the National Instruments GPIB board. If you have a
different type of board, the choices and displays may be slightly different.

V¥ To define a National Instrument GPIB interface:
1. Select Options from the Tools menu.
Select the Interfaces page.

Select Gpib from the interface list and click Add. The Gpib Interface dialog appears.

bl

Set the Address to be 1 (default). This address will be used by your application to
access the GPIB Board. Select the GPIB interface vendor. In our example, select
National Instruments from the combo box as shown here:
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Gpib Interface

fddress: = ok,

Driver : INatiu:-naI Instruments GPIB Boards j Caticel

el

Desc. - TEaszy GPIB driver for Mational Instruments Boards +1.1 Cethings...

Note: If the Description text does not indicate the driver version as shown here, an error
message will display in the text box. If an error is displayed, make sure the vendor driver is
installed properly and resides in the ATEasy folder, Windows or Windows System folder,
or in the Windows PATH directories.

5. Click Settings. The National Instruments GPIB Boards dialog box appears as shown
below:

National Instruments GPIB Board SEI:I:

lf-‘-.TEas_l,l Board Address : 1 oK I
Board Index : IE E Cancel |

Primary &ddress IEI E

This is a vendor specific dialog box.

For National Instruments, set the board index as configured by the National Instrument
GPIB control panel applet: 0 for GPIBO, 1 for GPIB1, etc. If you have only one GPIB
board from National Instruments, this is set to 0 by default. The primary address is the
device GPIB address that A TEasy uses to access the board. Typically, it is set to 0,
unless you have a device already using that address.

Click OK to close this dialog.
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6. Click OK again to return to the Interfaces dialog box. Your screen should now look

like the following:

Text Editor |
Directaries

Wwiork space
Interfaces

I SourceContral

Log I Tests

- Mone [Built-In)

- Com [Built-In]
- File [Builtln)
=l Gpib

B 1 - Mational [nstruments GPIBE boards
- |za [BuiltIn]
- WinSock [Built-ln]

Add...

Delete |
=

Change...

Cloze

7. Click Close to return to the IDE main window. Your interface is now configured and

ready to use.
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Creating and Adding Drivers

In this section, you will create a new driver. Typically, if you already have the driver for
your instrument, you will only need to add and configure it for your system before using it.
In this example, you will be developing a new driver for the HP34401 Digital Multimeter
GPIB instrument. For reference, you will add the HP34401 driver, which is supplied with
ATEasy, to your system.

V¥ To add an existing driver to the System:

1.
2.

Select the Drivers submodule below the System module in the Workspace Window.

Select Driver Below “ from the Insert menu or from the Standard toolbar. AT. Easy
displays a list of available drivers. By default, A TEasy drivers are installed in the
Drivers folder below the main A TEasy folder.

Select HP34401a.drv and click Open. ATEasy loads the driver and names a driver
shortcut as DMM. This driver is for a Hewlett-Packard GPIB based Digital
Multimeter (DMM). The document view for the driver opens in the client area.

To create a new driver in the System:

Right-click on the Drivers submodule below the System module in the Workspace
Window and select New Driver 2! from the context menu. ATEasy adds a new driver
and names the driver shortcut Driverl. The document view for the new driver opens in
the client area.

Click on the Save All & command from the file menu and save the new driver
(Driverl) to MyDMM in the MyProject folder. Notice that A TEasy renamed the
shortcut from Driverl to MyDMM.

At this point, you should have two drivers below the system Drivers submodule as

displayed here:
1 MyWiorkspace, wsp [T
EI--- b yProject -

[:l Programs
El'ﬁ Sustem

Ela Drivers
=50 MyDMM
- Forms
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Driver and Driver Shortcut

It is important to understand the difference between a driver shortcut, shown in the
workspace window, and the driver itself, shown in the document view. Visually, as you can
see, the driver shortcut has a little arrow 'ﬂ, and the driver image =< does not have one.

The driver is based on the instrument or the device describing the device default name,
supported interfaces, and more. The driver shortcut is based on the configuration of the
device. It contains the name used to identify the driver in the application (and usually uses
the driver default name if not taken), the selected interface being used in the system, and
the address of the device.

Changes made to the driver will be saved in the driver file, while changes made to the
driver shortcut are saved in the System module.

Driver Default Name

The driver default name usually indicates the type of instrument this driver accesses. For a
digital Multimeter, use DMM. This name is used when you add the driver to a system as the
default identifier name. It is used to identify the driver in your system programmatically.

V¥ To define the driver’s default name:

1. Select Driver in the MyDMM document view and select Properties E=I" from the View
menu or from the Standard toolbar. The properties window appears displaying the
Driver Properties:

Driver Properties i =l
10 Tables I Models I Farameters
Gieneral | Information I Sharing I Interfaces
MHame : IDriver Default Mame : IDMM|
File: [C\MyProjectMyDMM. drv [
Type: |Dri~.-'er
Status |h-'|u:u:|ifieu:| on Swed Jul 11 16:17:08 2001, BE32 bytes.

2. Type DMM in the Default Name edit box.
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Defining the Driver Interface

The driver interface to be created is a GPIB driver. You will be adding this interface to the
MyDMM driver you created.

V¥ To define the driver’s interface:

1. Select the driver in the document view and either click the Properties command
from the Standard toolbar, or select Properties from the View menu. When the
properties window appears, click the Interfaces tab.

2. Check the Gpib Interface in the list box to add GPIB support to this driver. As shown
below, select the LF (Line Feed or "\n"") for the Input and Output Terminator. Also,
select EOI to identify the end of transmission.

3. Uncheck the None interface, to make the GPIB interface the only interface supported
by this driver.

The driver Interfaces property page should like similar to the following dialog:

Driver Properties B x|
[0 Tables I bl odels I Parameters |
eneral I [mfarmation I Sharing Interfaces
Interface :

[nput Terminatar : I'"‘xr'l" "I [+ ECI
;I Output Terminatar ; I"'m" vI [+ EOI
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Configuring the Driver in the System

A driver with a GPIB interface has been created. Now, configure the driver to be used in
your system.

V¥ To configure the driver in the system:

1. Select the MyDMM driver shortcut & in the Tree View of the Workspace window.
Open the properties dialog box by either clicking the Properties icon E2I' from the
Standard toolbar, or selecting Properties from the View menu. The driver shortcut
object properties dialog displays as below:

MyDMM (Driver Shortcut) Properties 1 x|
General | Interfacel hizc I

Hame :

[ Open in read-only mode

File:  |-\MyDMM.drv [

Twpe : |D TivEr

Status ; |M|:n:|ifieu:| on'WedJul 11 16:22:00 2007, 4096 bytes.

2. Select the Interface page.
3. Select Gpib from the combo box list for Interface.

4. Change the address to 1. This indicates that the driver is configured to use the board
address 1. Set the GPIB Primary address to 1 and the Secondary address to be None
(no secondary is used). Your screen should now look like the following:

MyDMM (Driver Shortcut) Properties . x|

General |ntEffaCE|Misc I

Interface . [ERTNIG. -
Address |1 vI Erimar_l,l:|1 3: ﬁecundar}l:lNDne 3:

At this point, your driver is configured and ready to send and receive data from the GPIB
interface board to GPIB address 1 where your instrument resides.
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1/0 Tables

To communicate with instruments using an Interface such as GPIB, you need to send data
while handling all the low-level requirements of the protocol. This is an intricate task as
some of these protocols (for example, GPIB and VXI) are complicated and require many
actions for every string of data sent over the bus.

ATEasy has a unique mechanism called I/O Tables to handle this task. An I/O Table is a
procedure containing operations instead of code to provide the implementation. Similar to
a procedure, an 1/O table uses parameters to transfer data between the device and the
application.

I/O Table Operations include:

e QOutput — appends data to the output buffer. The buffer is used to accumulate data from
one or more output operations, which are later sent to the device using the Send
operation. Data can be specified or passed as a parameter to the I/O Table.

e Send — sends the content of the output buffer to the device.

o Receive — receives data from the device via the interface and places it in the input
buffer.

e Input —reads data from the input buffer and stores it via arguments passed to the I/O
Table.

e Delay — adds a delay between operations.
e Trig — triggers a device (applicable to GPIB and VXI only).

An I/O Table is one of the methods used to communicate with an instrument. A TEasy also
provides procedures with lower level and protocol-specific ways to control instruments.
These procedures reside in the ATEasy internal library.

Using an I/O table provides the driver a way to become interface independent and let the
driver support more that one interface (for example, GPIB and RS-232) without the need to
write interface-specific code inside the driver.
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Creating a SetFunctionVDC 1/O Table

I/0 Tables perform a variety of functions. The first you will work with is writing data to an
instrument. The I/O table you create here will be used to set the DMM to VDC (Volts DC)
measurement mode. To do so, you need to send a string to the DMM instructing it to
change its measurement mode to VDC. For that, you need one output operation and one
send operation.

V¥ To create an |0 Table:

1. Select the IOTables submodule from the tree view in the Document View of the
MyDMM driver.

2. Select IoTable Below ~a from the Insert menu or from the Standard toolbar. A new
I/0 table called IOTablel is created.

3. Rename the I/O Table by typing SetFunctionVDC.

4. Type the following description for this operation in the description view: Sets the
measurement function to VDC.

Y our screen should now look similar to the following:

_io/x]
E-E "f_’ I0Tables : [ SetFunctiont/DLJ Void = [&
----- orms

""" B Commands fets the measurement function to VDC &

----- Ewvents
----- Procedures j

[—] 0T ables Operation Parameters Dezcrnption
- SetFunctionyDC

----- 0 “ariables

..... B Types

#-[E9 Libraries

The I/0 Table object view displayed at the right side contains a combo box showing a list
of the module I/O Tables (the current I/O Table is shown when the list is collapsed). The
area below it is used to for the current I/O Table description, and the lower area contains a
list showing the current I/O Table operations.
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V¥ To create the Output operation:

1.

With the I/O Table SetFunctionVDC selected, right-click on the operations view and
select Insert IoOperation After = from the context menu. An Output operation is
created.

Right-click on the Output operation and select Properties B You need to enter a
string into the Argument field to designate the VDC mode. Enter the following string
required by the DMM for VDC mode:

FUNC “WVOLT:DC”

The HP 34401 user’s guide specifies that this is the string to be sent in order to set up
the instrument for VDC measurement mode. No other changes are required as the
default mode of the Output operation is Const String (Constant String). Your
properties window should look similar to the following:

Output {IoOperation) Properties e =]

General |.-’-'-.rra_l,l I Hangel Discretel

Operation ; IElutput vI tode : IEnnstString j

Argurnent : IFLINE "OLT:DC
Tupe: IString j

Deac. : I d
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The Output operation you just inserted appends the string to the output buffer. However,
you need to transmit the buffer content to the DMM. To send the data over the GPIB bus,
you need to add a Send Operation.

V¥ To create the Send operation:

1. Right-click on the Output operation in the operations view and select Insert
a . .
IoOperation After a from the context menu. A new Output operation is created.

2. Right-click on the new Output operation and select Properties B In the properties
dialog box, select Send from the Operation combo box. No other changes are required.
Your screen should now look similar to the following:

Send (InOperation) Properties ; |
leneral |
Operation ; T ermninatar ; IDefauIt TI

Timeout ; IDefauIt = I [mSec]
On Error ; I Drefauilt i I
Desc. : I d

The operations view now shows two operations: Output, followed by the Send operation.
Your I/O table is now completed and is ready to use.
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Creating a SetFunctionVAC I/O Table

In this section, you will create a similar I/O Table called SetFunctionVAC. The
SetFunctionVAC changes the DMM measurement mode to measure in Volts AC. Instead of
repeating the steps to create the previous I/O Table, you will use the clipboard commands

to duplicate the SetFunctionVDC I/O Table. Then, you will modify the I/O Table and the
Output operation to the VAC functionality.

V¥ To create the SetFunctionVAC 1/O Table:

1. Right-click on SetFunctionVDC and select the Copy 52 command from the context
menu.

2. Right-click again on the SetFunctionVDC and select the Paste 52 command from the
context menu. A dialog box displays as shown here:

Merge Objects

"‘SetFunctionDC' already exist. What do you want to do?

Replace I K.eep I Duplicate |

Cloze

Replace &l | Keepall | Duplicate 41l |

3. Click on the Duplicate button. A new I/O Table is created and named
SetFunctionVDC1.

4. Select the SetFunctionVDC1 /O Table and rename it to SetFunctionVAC. (Use the
F2 key if you need to.)

5. Type the following description for this table in the description view: Sets the
measurement function to VAC. (Hint: you can just edit VDC to VAC.)

6. Select the Output operation, open the properties window and change the argument to
display:

CONF “VOLT:AC”
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When done, the I/O Tables view should be as shown below:

=101 x|
E"'l%_f'f'__“i:mm 0T ables :[[E SetunctionVAC): Void = [e
----- B Commands Setz the measurement function to VLC =
----- Events =
""" Procedures Operatian Parameters Description
|:_:| |OT ables _ . hiptee Output{ConztString,
- SetFunctionval |~ ‘ "CONFVOLTVACY
- SetFunctioryDC |2 Serd Send
----- [ “ariables
..... |1 Typeg
#-[E9 Libraries

If desired, you could now create additional I/O Tables for all the DMM’s measurement
modes such as current (IAC and IDC), resistance (2-wire and 4-wire), frequency, etc.

Using the Output Discrete Mode

While you could continue to add individual I/O tables for each of the DMM functions,
ATEasy offers another method to further simplify driver development. One of the property
pages for an Output operation is Discrete. The Discrete mode allows a single I/O Table to
accommodate multiple options, which typically require multiple I/O Tables. In this
example, you will create a single I/O Table allowing you to set the measurement mode of
the DMM to any of the available functions.

V¥ To create a new I/O Table using the Discrete mode:

1. Create a new 1/O Table, naming it SetFunction. Set the I/O Table description to Sets
the measurement function. For specific steps to create an 1/O table, see Creating a
SetFunctionVDC I/O Table on page 93.

2. Create one Output operation and set the argument to FUNC “. No other changes to this
operation are required.

3. Add another Output operation and open the properties window for it.

4. Select Parameter to Discrete String from the Mode combo box.
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5. Set the Argument name to iFunction. Enter the description: 1 VDC, 2 VAC, 3 2Wire,
4 4Wire, 5 Freq, 6 Period

Your screen should now look similar to the following:

Output {IoOperation) Properties

General |.-’-'-.rra_l,l I Hangel Discretel

Operatian : IElutput vI Mode : IF'arameter to Dizcrete Sting =]

Argument ; IiFunu:tiu:un

Type:

Desc. :

ILDng

zl

|1 WOC, 2WAC, 3 2wire, 4 Mfire, B Freq, 6 Period

4

6. Select the Discrete page of the Output properties. This page contains a cross-reference
table for multiple I/O Table discrete values. You can enter a different string for each
value and when the /O table is called with a specific value, the corresponding string
will be sent to the instrument.

7. Enter 1 in the Value field. Type VOLT:DC” in the String field. Click Add.

8. Repeat steps 7 and 8 for each of the following:

Value

String

VOLT:AC”
RES”
FRES”
FREQ”
PER”

Used for

VAC measurements
2Wire measurements
4Wire measurements
Frequency measurements
Period measurements

The discrete output properties page should now look similar to the following:

Output {IoOperation) Properties

Generall Aray I Range Discrete |

W alue

| String

| .

m-ﬁ-mmﬁ

VaLT:DC™
VOLT:AC
RES"
FRES"
FREQ"

=l

&dd

Walle : |1
) Delete
String : I\-’EI LT:DC"

Change

il |

9. Add another Send operation.
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Y our document view should now look similar to the following:

B MyDMM.drw *

0T ables I SetFunctioniFunction]: Yoid

= [E0 Driver

..... Forms
----- T Commands
----- Ewvents
----- Procedures
EI 1OT ables

SetFunction
SetFunctional
SetFunctionDC

----- 0y “ariables
..... O Types
#-[E9 Libraries

=101 x|

Jets the measurement function

L4
I*Irgl

Operation

-+
-

1

1l

Cutput

Cutput

Send

FParameters

Output{CongtString,
SELING V)
Output[Dizcrete,
“iFunction']

Send

Dezcription

10T, A, 3
Sudire, BFreq, B
Period

You have created a single 1/O table to handle all the DMM measurement functions. When
this I/O Table is called with a parameter of 1, the DMM will be set to VDC; when 2 is the
argument, the DMM will be set to VAC; and so forth.



100 Getting Started with ATEasy

Reading Data from the Instrument

The I/0 Tables you have created to this point all send data to an instrument. The next step
is reading data from an instrument, which typically involves sending out an instruction to
the instrument to first provide the data and then read the data.

V¥ To measure and read data:
1. Create a new I/0O Table and name it Measure.
2. Create an Output Operation and enter READ? as the argument.

3. Create a Send Operation. These two operations direct the DMM to send data back over
the bus. You need to read this data into ATEasy.

4. Create a third operation. Change its type to Receive from the operation properties
window as shown here:

Receive (InOperation) Properties |

Leneral |

T eminator ; IDefauIt YI [ sRQ

Size: IDefauIt j |25I3 [Entes]
O Errar ; IDEfauIt vI Timeout : IDefauIt vI [ Mo Early Retumn
Desc. : | ﬂ

5. Create another operation and change the operation type to Input. Leave the Mode as
ASCII to Parameter, which causes ATEasy to convert ASCII data in the buffer to the
parameter type you select. Enter dResult in the Argument. The parameter type should
be set to Double by default. Enter the description of the parameter as: Returned
measurement. The Input properties window should look similar to the following:

Operation

Input {IoOperation) Properties i E x|

Gereral | Array |

Dperation : ||r‘||:||_,|l; vI Mode : I.-'l'-.scii to Pararneter j

Argument ; IdHESLﬂt O Erar ; IDefauIt vI
Tvpe: IDl:qu:ule j
Desc. : IHeturned measument d
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This I/O Table is now complete. When called, A TEasy first sends a string (:READ?) to the
DMM and then reads back data and converts the data from ASCII to the parameter dResult
of type double.

As a quick check, the driver’s tree view in the document view should now have the four I/O
Tables and look as illustrated below:

_iojx

- Diriver -
0T ables : |[2] MeazuredResult] Void -
..... Farms = [ ] =] |;f,},
""" TE Cormands Takes a measurement [
----- Events =]
""" Procedures O peration Parameters Dezcription
El 0T ables ] = Output DutputConstSting, "Read?)
i SetFunction = Send Send
i SetFunct!nnV.-’.'-.E = Receive Receive[Default]
o SetFunction/DL - InputldsciT oParameter, Returned
o Measure "dResult™] measurement
----- 0o “arables
..... O Tupes

-39 Libraries

In the next section, you will call the I/O table from a new test that you will create in
MyProgram. By default, 4 TEasy does not export I/O Tables to other modules. Normally
I/O tables are used only within the driver by Commands. You can override this behavior by
making the I/O Table public, so you can use it from other modules.

V¥ To make I/O Tables public:

1. Right-click on the SetFunctionVDC, and select Properties E=I' from the context menu.
2. Check the Public checkbox. This will make the I/O table visible to other modules.

3. Repeat step 2 for the rest of the 1/O tables.
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Calling an I/O Table from a Test

An I/O Table is a type of ATEasy procedure. As such, they can be called directly from tests
or procedures (if declared public). I/O Tables may also be called using Driver Commands
as explained in the Commands chapter. There, you will be calling the I/O Tables you
created in this chapter via driver commands. The examples below are provided for your
information.

When using a procedure or any symbol that is defined in another module or test, you can
either make an explicit call specifying the module the symbol belongs to, or make an
implicit call in which the module is not specified. In such cases, A TEasy will search the
system and all configured drivers for the specified symbol.

The following example is for an implicit 1/O Table call for the first I/O Table you have
created.

SetFunctionVDC ()
The next example is for an explicit call to the same 1I/O Table.
MyDMM. SetFunctionVDC ()

The third example demonstrates an implicit call to an I/O Table with an argument
(parameter). As you recall, this I/O Table uses the Parameter to Discrete String argument
and “1” represents the VDC function.

SetFunction (1)

The fourth example demonstrates an explicit call to the Measure 1/O Table with an
argument TestResult.

MyDMM.Measure (TestResult)
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Using the Monitor View

Use the Monitor window to view the actual communication between ATEasy and the
devices it controls. ATEasy displays data sent and received using GPIB, RS-232, VXI,
WinSock, File 10, and more.

V¥ To use the Monitor window:

L.

Select Monitor W2 from the View menu. A dockable window appears. By default, the
Monitor is turned off.

Right-click in the Monitor window, and select Start Logging. This starts the monitor.

To see how the monitor displays information, open the Debug Window from the View
menu and type MyDmm.SetFunction(2) followed by a line with
MyDMM.Measure(TestResult).

Select the two lines and select Doit! [k from the Debug menu. The monitor should
display the following:

Monitor {On) ol x|

Source Address Operation | Data Length Time

0x10100  Send "FUMC 15 13:23.05
NOOLT:ACK "
Gpib 010100 Send "READ A" E 13:23:05

Gpib 010100 Receive  "+3.40563300E-03%w" 16 13:23:.06
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Using VXI Plug&Play Function Panel Drivers

ATEasy allow you to use VXI Plug&Play drivers created by instrument vendors. These
instrument drivers support various interface types such as GPIB, VXI, Serial or PC based
board and more. The function panel driver has a .fp file extension and can be imported to
ATEasy using the File Open command similar to the way you do when you insert an
ATEasy driver. Once the driver is loaded to ATEasy you will need to save it to ATEasy
driver (.drv or .drt file).

VISA

Prior to using function panel drivers you will need to install the VISA library. Currently
two vendors provide the VISA library: Agilent Technologies (http://www.agilent.com) and
National Instrument (http://www.ni.com). The VISA library can be download from their
web site. We recommend to use the VISA library from the same vendor that manufacturer
the GPIB/VXI board you're using. If no GPIB or VXI board is used then any of these
libraries will do. The VISA Library Specification (VPP-4.3) is authored by the
VXlplug&play Systems Alliance member companies. You can obtain the specification of
the VISA library from the alliance’s web site at http://www.vxipnp.org. The VISA
specification provides a common standard for the VXIplug&play System Alliance for
developing multi-vendor software programs, including instrument drivers. This
specification describes the VISA software model and the VISA Application Programming
Interface (API). VISA gives VXI and GPIB software developers, particularly instrument
driver developers, the functionality needed by instrument drivers in an interface-
independent fashion for MXI, embedded VXI, GPIB-VXI, GPIB, and asynchronous serial
controllers. VXIplug&play drivers written to the VISA specifications can execute on
VXlplug&play system frameworks that have the VISA 1/0 library.

Function Panel Driver Files

You can obtain and download a Function Panel driver (sometimes refer to as IVI-C driver)
from the instrument manufacturer web site. Most vendors also register their driver at the
IVI Foundation web site http://www.ivifoundation.org under the Driver Registry section.
Some vendors such as Agilent or National Instruments carry also third party instruments
drivers. After installing the Function Panel driver it's Function Panel file along with other
files (such as help file, source files and read me files) will be located in a new sub-folder
below the VXIPNP folder that hold the instrument name (e.g. Agilent/HP 34401A).
Additional driver file will be located in the BIN folder (the driver DLL), LIB and Include
(-h C language header file) directories. You may use the driver help file to view the
function reference. The DLL file will be used by the A TEasy driver and must shipped along
with your application along with the VISA library.
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The following table provides an example to the files copied after loading the HP34401A
digital multimeter driver from National Instruments web site on a Windows 2000 machine:

Folder

File

Description

VXIPNPAWINNT\
BIN

hp34401a_32.dll

Describes attributes used by the driver
function parameters. This file is provided
with in newer function panel drivers that
are IVI compatible. Used by ATEasy only
when converting the function panel to
ATEdasy driver.

VXIPNP\WINNT\
hp34401a

hp34401a.fp

Describes attributes used by the driver
function parameters. This file is provided
with in newer function panel drivers that
are IVI compatible. Used by ATEasy only
when converting the function panel to
ATEasy driver.

hp34401a.sub

Describes attributes used by the driver
function parameters. This file is provided
with in newer function panel drivers that
are IVI compatible. Used by ATEasy only
when converting the function panel to
ATEdasy driver.

hp34401a.hlp

Windows help file. Contains reference
information about the DLL functions.

hp34401a.c

Source file for the DLL functions. Not
used by ATEasy.

hp34401a.txt

Read me text file. Contains information
about the driver and its files. Not used by
ATEasy.

hp34401a
_example.c

C example. Shows how to program the
board.

VXIPNPAWINNT\
Include

hp34401a.h

C header file. Includes the DLL functions
prototypes. Used by ATEasy only during
the convert process.

VXIPNPAWINNT\
Lib\ be

hp34401a.lib

Borland C++ library. Not used by
ATEasy.

VXIPNPA\WINNT\
Lib\ msc

hp34401a.lib

Microsoft VC++ library. Not used by
ATEasy.
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v
1.
2.

3.

Converting Function Panel Driver to an ATEasy Driver
Select Open from the File menu

Select Driver files from the File Open dialog File of type drop down list and select the
FP file from the VXIPNP driver folder.

Click Open.

ATEasy will start converting the FP file to ATEasy driver. During the conversion A TEasy
may need to open other file used by the .FP file, these files may be the C header file .H and
the .SUB file (if exist). Other files that may be required are additional header files that are
included in C header file, these file are typically installed by the VISA library (e.g. IVLh or
VISA.h) or by your C compiler (if you have one). If ATEasy is unable to find these files it
will prompt you to select the path in which these files reside, if you are unable to find these
files select Cancel, in that case ATEasy will try to continue with the convert. After the
conversion is complete you may need to save the ATEasy driver file (drv or drt format).

Before using the driver you will need to configure its parameters as follows:

v
1.
2.
3.

Configuring the Converted Function Panel ATEasy Driver
Open the Driver Shortcut properties window.
Click to show the Parameters property page.

Select the ResourceName string parameter and type in the address of the instrument
that you are trying to use. This address is typically looks as "GPIB0::14::INSTR" if the
address is GPIB Board #0, primary address 14. The next paragraph explains in details
how to address a instrument.

Select the IdQuery numeric parameter and type 0 if you do not want to perform In-
System Verification in the address of the instrument that you are trying to use. Type 1
to verify that the instrument exist when Initialize is called.

Select the ResetOnlInit numeric parameter and set it value to 1 if you want to reset the
instrument when the driver Onlnit is called else set its value to 0.

Select the InitializeOnlInit numeric parameter and set it value to 1 if you want to
initialize the driver when the driver Onlnit is called else set its value to 0.
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Specifying the ResourceName Parameter

The ResourceName string has the following grammar:

Interface Grammar Example

VXI VXI[board]::VXI logical "VXI0::1::INSTR" - a VXI device at
address[::INSTR] logical address 1 in VXI interface

VXI0.

VXI VXI[board]::MEMACC "VXI::MEMACC" - board-level

register access to the VXI interface.

VXI VXI[board][::VXI logical "VXI::1::BACKPLANE" - mainframe
address]::BACKPLANE resource for chassis 1 on the default

VXI system, which is interface 0.

VXI VXI[board]::SERVANT "VXIO::SERVANT" - servant/device-

side resource for VXI interface 0.

GPIB-VXI | GPIB-VXI[board]::VXI "GPIB-VXI::9::INSTR" - a VXI

logical address[::INSTR] device at logical address 9 in a GPIB-
VXI controlled VXI system.

GPIB-VXI | GPIB- "GPIB-VXI1::MEMACC" - board-

VXI[board]::MEMACC level register access to GPIB-VXI
interface number 1.
GPIB-VXI | GPIB-VXI[board][::VXI "GPIB-VXI2::BACKPLANE" -
logical mainframe resource for default chassis
address]::BACKPLANE on GPIB-VXI interface 2.
GPIB GPIB[board]::primary "GPIB::1::0::INSTR" - a GPIB device
address[::secondary at primary address 1 and secondary
address][::INSTR] address 0 in GPIB interface 0.
GPIB GPIB[board]::INTFC "GPIB2::INTFC" - Interface or raw
resource for GPIB interface 2.

GPIB GPIB[board]::SERVANT "GPIB1::SERVANT" -
Servant/device-side resource for GPIB
interface 1.

ASRL ASRL[board][::INSTR] "ASRLI1::INSTR" - a serial device
located on port 1.

TCPIP TCPIP[board][::LAN device | "TCPIP::inst0::SERVANT"-
name]::SERVANT Servant/device-side resource for

TCPIP device.
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Interface Grammar Example
TCPIP TCPIP[board]::host "TCPIP::dmm2301@ki.com::INSTR"
address[::LAN device -a TCP/IP device dmm2301located at
name]::INSTR the specified address.
TCPIP TCPIP[board]::host "TCPIP0::1.2.3.4::999::SOCKET" -
address::port::SOCKET raw TCP/IP access to port 999 at the
specified address.

Comments:

e The VXI keyword is used for VXI instruments via either embedded or MXIbus
controllers.

e The GPIB-VXI keyword is used for a GPIB-VXI controller.
e The GPIB keyword can be used to establish communication with a GPIB device.

o The ASRL keyword is used to establish communication with an asynchronous serial
(such as RS-232) device.

e The TCPIP keyword is used to establish communication with Ethernet instruments.
e Default value for board is 0.
e Default value for secondary address is none.

Default value for LAN device name is inst0.

Using the Converted Function Panel ATEasy Driver

Once the driver is inserted to the system and configured you can start using its commands.
ATEasy generates a command for each of the functions that are exported by the FP file.
Each command is attached to an A TEasy procedure, which contains a call the driver DLL
procedure. The ATEasy procedure generated also contains checking of the return value
from the DLL procedure, if an error occurs ATEasy will generate an exception using the
error statement. This allows you to concentrate on using the driver commands and
implement error handling in one place (e.g. in OnError) without adding code for error
checking after each commands used.

The driver command tree typically contains the following commands:

o Initialize - Establishes communication with the instrument. Must be called prior to
any other command to obtain the instrument session handle. The driver uses this
handle when accessing all other commands by the driver.
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e [Configuration] - Optional. Contains commands to configure the instrument.

o Attributes - In IVI based driver Contains attributes to set or get the
instrument configuration.

e [Measurement] - Optional. Contains commands to return a measurement from the
instrument.

o Utility

o Error Message - Translates the error return value from a VXIplug&play
instrument driver function to a user-readable string.

o Error Query - Queries the instrument and returns instrument-specific error
information.

o Reset - Places the instrument in a default state.

o Self Test - Causes the instrument to perform a self-test and returns the
result of that self-test.

o Revision Query - Returns the revision of the instrument driver and the
firmware revision of the instrument being used.

O

e (Close - Terminates the software connection to the instrument and de-allocates
system resources associated with that instrument.

Additional commands may be available to provide control of the instrument configuration
and measurements functions as provided by the driver manufacturer. These commands are
documented in the driver help file.

Using IVI drivers

The IVI standard for instrument drivers was created by the IVI Foundation
http://www.ivifoundation.org. The foundation defined generic, interchangeable
programming interfaces for common instrument classes. Currently the following IVI
drivers were released by the IVI foundation: DC power supply, Digital multimeter,
Function generator & Arb, Oscilloscope, Power meter, RF signal generator, Spectrum
analyzer and Switch. IVI drivers are based on VXI Plug&Play drivers and they require
VISA and the IVI libraries that are provided by the IVI foundation members to be installed
prior using them. The drivers offer same functions and parameters to different instruments
of the same type (i.e. DMM) from different vendors. For example, it allows you to replace
Agilent 34401 with a Keithley 2000 DMM in your system without changing your code.
ATEasy provides built in support for theses drivers and provides A TEasy drivers for all the
above IVI drivers.
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V¥ To Insert an ATEasy IVI driver to your system

1. Before using the driver you must install the instrtument manufacturer IVI driver. The
IVI engine uses this driver to control the instrument.

2. Configure the driver address and its logical name using the I'VI configuration utility
such as National Instruments Measurement & Automation Explorer. The Logical Name
which is used to identify the instrument and entered by you (in that utility, the logical
name must be displayed below IVI Drivers/Logical Names and the manufacturer [VI
instrument driver should be link to that logical name and appears under IVI
Drivers/Driver Sessions which also contain the instrument address, if you don’t see
IVI Drivers in that utility IVI engine is not properly installed). The instrument address
is a VISA resource name (see earlier in this chapter).

3. Select Insert IVI Driver... command from the Insert menu. The IVI Driver Wizard is
displayed as shown here:

I¥I Driver Wizard

Thiz wizard will inzert an ATE azy V1 driver.

X
Cancel |
I

[%] Diriveer Clasgs IIviDmm

Crriver Shortcut Mame ID b b

[~ Skip Iritialize

— Initialize Parameters

Logical Mame : IDMM'I

[T Quemld [~ Reset

Cptiong String ||

4. Select the IVI class from the list.
5. Type in the driver shortcut name.
6. Type in the instrument Logical Name as explained above.

Programming using ATEasy IVI drivers is similar to Function Panel imported drivers.
ATEasy provides several examples for the various IVI classes; the [IVI workspace file
Ivi.wsp contains these examples.
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About Commands

This chapter discusses user-defined statements that extend the 4 TEasy programming
language. These are called Commands. Use the table below to learn more about this
chapter’s topics.

Topic

Description

Overview of Commands

What are ATEasy commands, the syntax of commands,
and the benefit of using Commands?

Commands and Modules

Discusses the modules that can have commands and
provide examples of commands.

The Commands View

Describes the Commands view used to create commands.

Creating Driver

Provides a detailed, step-by-step example of creating

Commands driver commands.

Attaching Procedures How to attach the procedures and I/O Tables you
and I/O Tables to previously created to commands.

Commands

Replacing Parameters
with Arguments

How to replace parameters with constants and variables
arguments with parameters for commands that are
attached to procedures with parameters.

Using Commands from
Other Modules

How to use commands created in other modules.
Provides rules and recommendations for using
commands from other modules.

Creating System
Commands

Provides an example explained in a step-by-step
procedure to create a system procedure and command.
Also, demonstrates how to use auto command
completion and insert command cascading menu to insert
command to your code.

Program Commands

Provides examples of program commands.
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Overview of Commands

One of the notable A TEasy features is the ability to define and extend the programming
language by adding user-defined statements that look like English statements. Command
statements have the following syntax:

Syntax: Module Name  Command Items... [ (Arguments) ]
Examples: DMM Set Function VDC
DMM Measure (dResult)

The module name comes first in the command. This is either the current module (Program,
System or Driver) or the specific name of a driver (DMM). Next in the command is a set of
words that makes up the command item. When you create a command item, you may attach
a procedure to it. At run-time, the procedure or I/O table is called when the command
statement is executed. The last portion of the command is called an argument. The
argument is taken from the list of procedure that may be attached to the command.

ATEasy lets you substitute a supplied parameter when writing the commands or,
alternatively, you can supply them when you use the command statement in your code.

Commands replace procedures. There are many reasons to use commands instead of
procedures:

e Commands are self-documented. They look like plain English and they reduce the need
for documentation. They replace cryptic procedure names with English-like statements.

e Commands make your test program looks like a TRD (Test Requirement Document).

e The command items structure makes it easy to locate, browse, and categorize them. A
typical instrument driver may contain hundreds of commands. By grouping command
items into categories such as Setup, Measure, etc., you can locate them more quickly
when you need to use them.

e Commands can be used to hide arguments passed to the procedure, thereby simplifying
coding.

e Commands encourage you to create a standard programming interface for an
instrument. This can later be used for similar instrument types (for example, DMM),
making your test programs instrument-independent. For example, you can create a
template containing commands for a DMM, which can be reused for each DMM you
use.
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Once defined, commands appear in cascading menus under Insert on the ATEasy
Menu bar. Choosing commands via menus eliminates typing and syntax errors. In
addition, automatic command completion provides another way for the user to use
commands.

Commands and Modules

ATEasy commands can be defined in each of the module types:

Driver commands provide a layer between the programs and the instruments
instructions (for example, I/O Tables, DLL procedures). Although you can call [/O
Tables and DLL procedures directly from programs, it is more convenient and more
organized to do it using driver commands. Driver commands can start with the driver
shortcut name (for example, DMM) or with the Driver keyword. Using Driver in a
command statement can be done only within the driver procedures. Used this way, it
refers to the current driver. When using a command in a driver procedure that was
defined within the driver, you should use the Driver name instead of the driver shortcut
name. This is recommended because the driver shortcut name can be changed from
system to system (or you may have two DMMs in your system: DMM1, DMM1).

System commands provide a layer between several instrument drivers and the
program. A single command can be linked to a procedure using several instruments to
perform a single task. Typically, system commands are used when a specific function
or task needs to be accessible by all the programs in a given project. System commands
always start with the System module name.

Program commands improve programming by creating language elements specific to
a UUT for repeated actions unique to a specific test program. While System and Driver
commands are accessible by all modules in a given project, the program statements can
only be used within that program. Program commands always start with the Program
module name.
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Here are some examples of commands:

Command

Description

DMM Set Function VDC

Sets the DMM to Volts DC measurement
mode

DMM Set Range 300V

Sets the DMM’s range to 300 Volt

DMM Measure (dResult)

Reads a measurement from the DMM’s
buffer

RELAY Close (1)

Closes relay #1 on a relay card

FUNC Set Frequency (15000)

Sets the frequency of a function generator to
15KHz

System Measure Jl 23 VDC
(dResult)

System command: Switches to route signals
to J1 23, sets DMM to VDC, and takes a
measurement.

Program Start Engine Left

Program command: Closes a relay for a
specific time to start an engine.
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The Commands View

The Commands view is used to create and edit commands. An example of this view is
shown below:

i

EIIE—' Diriver Caommand Frocedure
..... Forms - = Driver

Commands Tree View

----- B Commands E|“:' Set

""" Ewvents e W Current Command ltem

----- Frocedures

& !‘?T_EE:ES Selected Command Description =
----- ariables .
----- M Types —
- [ Libraries F'ru:u:e-:lurTaI:uIes j Attach Procedure | I{}
Procedures AHdEme Tupe Dezcription =
Types | | SetFunction [IFuniction]: Y oid Publi etz _the meazLrernent
Lif
..... SetFunctioryal () Yoid Public Procedures List
unction to WaC —
_____ SetFunctionyDC () Yoid Public ets the measurement
function to %O C hd
Driver Tree View SetFunction(iFunction [j .
Parameter Replacement Edit Box

The left pane of the Commands View shows the module’s tree (in this case, the Driver Tree
View). The top right pane of the Commands View shows the Commands Tree View listing
all the available command items. The highlighted command item in this view is the
Current or Selected Command Item (Function here). Below the commands tree is a
textbox for the selected command item description. Below this textbox, there is a drop
down list on the left listing the available procedures types (for example, 1/0 Tables, DLL
procedures). To the right of the list box, the Attach/Remove procedure button allows you to
attach or remove procedures to/from the current command item.

In the pane below the procedure types is the Procedures List of the available procedures
for the selected procedure type. The default procedure type for all ATEasy modules (i.e.
driver, system and program) is Procedures (local procedures).

The bottom pane displays the currently selected procedure. This is the Parameter
Replacement Edit Box where you may substitute values for parameters in a procedure, so
the user will not need to enter them when using the command.
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The Commands View is almost identical for Drivers, System, or Programs. The only
difference is the type of procedures available to each. All have local procedures, the
ATEasy Internal Library procedures, as well as any other library linked to that module. The
Driver’s Commands View also adds I/O Tables to the list of available procedure types as
only ATEasy drivers have 1/0O Tables.

Creating Driver Commands

In Chapter 6, you created several I/O Tables for the DMM driver. Now create Driver
Commands for these /O Tables.

V¥V To create driver command items:

1. Double-click on the Commands submodule under MyDMM in the Workspace
window. The commands view is displayed.

2. Right-click on Driver and select Insert Command Below . from the context menu. A
new command item is inserted called Untitled1. Type Set in the edit box to rename the
command item.

3. Repeat step 2 and insert a new item below Set. Rename it Function.

4. Repeat step 2 and insert six items below Function. Rename them VDC, VAC, 2Wire,
4Wire, Frequency, and Period.

5. Create an additional item below Driver. Rename it Measure.

At this point, the commands view should look as shown here:

_iBix)
Comrnand Procedure
[ = Driver
EI“E' Set
E|“=' Function
tm WDC
= VAL
R
etE e
e 8 Freguency
| Period
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Attaching Procedures and I/O Tables to Commands

A command item becomes a command only after you attach a procedure or an I/O Table.
Since the driver MyDMM uses 1/0 Tables, attach them to its command items.

V¥ To attach I/O Tables to Command items:
1. Select the Function command item in the command items view.

2. Select 10 Tables from the Procedures combo-box. The available I/O tables are
displayed in the list below.

3. Select SetFunction from the procedures list.

4. Click Attach Procedure. The Procedure is now displayed next to the command item in
the command items view.

5. Repeat steps three and four for the VDC, VAC and Measure command items.

The commands view should look as shown here:

B MyDMM.drv (Commands) * - |EI|5|

Command Frocedure
== Driver
Dot Set
= *= Function SetFunction [IFunction)
e WO SetFunctionyDC ]
o WAL SetFunctiondal [
- Aedine
- B
8 Freguency
“ta Perind
..... Measure [dResult)

Four commands were created:

Set Function (iFunction)
Set Function VDC
Set Function VAC

Measure (dResult)
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Replacing Parameters with Arguments

When attaching procedures with parameters to command items, you can replace the
parameter with an argument. The argument you specify will be used instead of the
parameter and the command will not require the user to supply an argument. Parameters are
usually replaced with literals that you supply, but can also be replaced with variables that
you define.

In the following example you will use the SetFunction I/O Table to implement the
remaining commands under Set Function: 2Wire, 4Wire, Frequency, and Period.

V¥ To implement the remaining command:
1. Attach SetFunction to the 2Wire command item.

2. Select the iFunction text in the Parameter Replacement edit box (at the bottom of the
commands view) and type 3 to replace the text. The command items view is
automatically updated to display SetFunction ( 3 ).

3. Repeat steps one and two for 4Wire, Frequency, and Period and use 4, 5, and 6
respectively.

The commands view should look as follows:

il
Cornrnand Procedure
-2 Driver
Em? Set
=- ‘= Function SetFunction [IFunchion)
..... w 8OO SetFunctionyDC ()
E ..... WAL SetFunctiont4C [
..... = Hdie SetFunction [3]
..... e SetFunction (4]
..... w Frequency SetFunction [5]
‘'@ Period SetFunction [E]
..... ‘v Meazure Meazure [dResult)

Four commands were created:

Set Function 2Wire
Set Function 4Wire
Set Function Frequency

Set Function Period
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Using Commands from Other Modules

By default, command items are created as Public. This makes command items available for
use by other modules as well as for use within the same module. Turning off the public flag
prevents the user from using them in other modules. The Public property can be set from
the command item Properties window.

Commands are available between modules as follows:

e Program commands can access all of the commands defined within the program as well
as the public commands of both the system and drivers.

e System commands can access all of the commands defined within the system itself as
well as the public commands of the drivers.

e Driver commands can access commands defined within the driver as well as public
commands defined by the system and other drivers. It is recommended to not use other
driver or system commands from a driver, since it makes that driver dependent on the
current system and on the driver shortcut names. This can make the driver work only on
one system and can reduce the re-usability of the driver.

Creating System Commands

Before you can employ System commands, you need to create a System Procedure. In this
example, you will create a procedure named MeasureMyDmmVdc(dResult ). The
procedure will call two commands defined in the MyDMM driver.

Typically, your system will have procedures that route signals from the UUT to the
measurement instrument. The signal will be routed using a switching instrument you may
have in your system. Then the procedure will call functions to both set up the measurement
and to take a measurement. Since your system contains only measurement instruments,
only use the DMM to implement the procedure.

V¥ To create a System procedure:

1. Open the System document view by double-clicking on the system shortcut from the
Workspace window.

2. Right-click on Procedures in the tree view of the system document view and select
e |

Insert Procedure Below 2. A new procedure is created.
3. Open the Properties window and rename the procedure to MeasureMyDmmVdc.

4. Right-click on the procedure variables view and select Insert Parameter/Variable At

= . A new variable is inserted. Rename it to dResult.
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5.
6.

Right-click on dResult. Select Properties and change the variable type to Double.
Select the Var parameter type from the Parameter combo box.

Type MyDMM followed by a space in the procedure code view. The command auto
completion will display the commands available from the MyDMM driver as follows:

El%] %St;n? Procedures : |§E M eazurebyD mmidodR ezult):
=] Tivers
B Dt
- MyDMM
..... !;-,:,,msy Name Type
_____ B Commands O dResult War Double
----- Ewvents
EI Procedures
L2 M easurebyD mrdo MyDHH |
----- @ Warables
..... O Types
-39 Libraries

Press the down arrow key to select Set. Press ENTER and continue to select Function
and VDC.

On the next line, use the cascading menu to insert the next command. Right-click on
the beginning of the next line. Select Driver Command. Select MyDMM, and then
select Measure(dResult) as shown here:

MyDMM Set Function WDC ()

| Drriver Command DM » |
;'%,.'E Insert Systerm Command | My DI Set r
;'%E'E Insert Program Command | Measure{dResult) |

Insert Elow-Control Stakement L4
o

Lol Insert Symbal, ..

-

The command is inserted into the code view.

You have now finished writing the system procedure. Your next step is to create a
command using the system procedure.
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V¥ To create the System command:

1. Select Commands from the tree view in the system document view. The commands
view displays in the right pane.
a

=1a

2. Right-click on System and select Insert Command Below ' "2 from the context menu.

A new command item is created.

3. Rename the command item to Measure.

a
4. Right-click on Measure and select Insert Command Below 'z from the context
menu.

5. Rename the new command item to MyDMM.
6. Insert another command item below MyDMM and rename it to VDC.

7. Select MeasureMyDmmVdc from the procedures list and click on the Attach
Procedure button. The view should look as follows:

Jl=TE

E@ System Command Frocedurs
-2 Drivers - = System

: I@ Db = ‘a2 Measure

- MyDMM s MyDMM
- [E] Forms {

TE Commands
[ Events

El F'ru:u:eu:lures
o = Meazurety

b eazuretd 0 mmtfdo [dR esult]

At this point, the system command is ready. You can insert it into a code view within a
procedure or a test using the techniques learned here by:

e Using the auto command completion.
o Using the Insert System Command from the Insert menu or from the context menu.
e Directly typing the command into the code view.

You can use the same techniques learned here to create program commands, which can be
used in the program module.
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Program Commands

In the following examples, Program Commands are used to set, apply and remove UUT
power. Since the UUT power combination in this example applies only to the UUT tested
by this program, program commands were used rather than System commands. Please note
that this section is for reference only. You will not be creating any program commands in
your example project.

Program Command Performs the Following

Apply UUT Power PS1 Set Voltage (28)

PS1 Set Current Limit (1.5)
PS1 Set Output ON

PS2 Set Voltage (5)

PS2 Set Current Limit (3.25)
PS2 Set Output ON

RELAY Close (5)

RELAY Close (6)

Remove UUT Power PS1 Set Output OFF

RELAY Open (5)

PS1 Set Voltage (0)

PS1 Set Current Limit (O)
PS2 Set Output OFF

RELAY Open (6)

PS2 Set Voltage (0)

PS2 Set Current Limit (0)

In the first example, PS1 and PS2 are programmable power supplies being set to the correct
voltage and current limit for a specific UUT. The power supplies’ outputs are then turned
ON and the outputs are applied to the UUT using a RELAY card.

The second example is a reverse of the first one where the power supplies are removed
from the UUT and then reset to 0. Since you probably need to apply and remove power
to/from the UUT several times during the program, these Program commands simplify
programming and reduce debug and integration time.
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About Working with Forms

This chapter discusses Forms and Controls; how to create and use them. You will also learn
about ATEasy Form Events, variables, and procedures. You will create a form to display a
waveform in a chart control. This form does not depend on any of the modules you have
already created. Use the table below to learn more about this chapter’s topics.

Topic Description

Overview of Forms What the ATEasy forms are used for and what types of
Forms are available?

The Form Development | Which steps are required for form development?

Process

Creating a Form Explains how to create a form and about the form view
used to design and write code for forms.

Setting the Form Explains the various form properties and property pages.

Properties

Form Controls Explains form controls and menus. Shows the Controls
toolbar and provide an overview of the A TEasy built-in
controls.

Adding Controls Shows how to add controls and to align them on the form.

Setting Control Explains control properties and how to set them from their

Properties property pages.

Setting Controls Tab Explains what the Tab Order is and how to set it.

Order

Testing the Form Explains how to use the Test Form command.

Layout

Using Events Explain what are events and how ATEasy calls them.

Writing an Event for Implements the OnClick event for the Close button.
the Close Button

Adding Variables Adds variables to a form.

Writing an Event for Implements the OnClick event for the Acquire button.
the Acquire Button

Writing Procedures Writes the AcquireData procedure to fill the arrays for

the chart.
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Topic

Description

The Load Statement

Explains about the Load statement used to create the form
object.

Using the Form

Shows how to create a test used the load the form.

Testing the Form

Explains how to use the Formit! command to test the
form.
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Overview of Forms

Forms are one of the building blocks of ATEasy applications. Forms are windows or
dialogs used to display data to the user in various formats and to provide interaction
between the user who is using the application and the application itself.

Forms can include menus or controls. 4 TEasy provides an extensive library of ActiveX
controls, as well as accepting any third-party control library of ActiveX controls.

ATEasy forms are commonly used to:

Manage a test environment (a test executive)

Display values and control a test instrument (a virtual instrument panel)

Handle messages to the user such as text or virtual indicators (lights, analog and digital
displays, progress bars, etc.)

Display data such as test results in various formats (numerical, charts, graphs, etc.)

Forms are ATEasy submodules that can be placed into any one of 4ATEasy’s modules:
Driver, System, and Program. Forms are placed in the modules according to the function
they serve:

Module

Form Function

Driver

Virtual panel — provides a way to control the instrument
interactively

System

Control of an entire test system with many test programs and drivers
(for example, a Test Executive)

Program

Display of information regarding a specific UUT (for example,
instructions to connect test leads or flip switches)
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The Form Development Process

The form development process contains multiple steps because forms themselves contain
many elements. While the steps described here do not necessarily have to be followed in
the order shown, these steps must be completed for the Form to be fully functional.

V¥ To develop a form, the following steps should be performed:

Step Description

Create a form Adding a new form to the Forms submodule.

Add and arrange Adding the required controls and menus to the form and
controls and menus arrange their layout on the form.

Set the form, controls Setting the default properties for these objects. These
and menus properties properties may be modified during run-time by

statements from your code as a response to an event or by
test or procedures code.

Write code to events Filling in the form, control and menu event procedures to
respond to user actions.

Add form variables Creating form variables used by the form events and
procedures or externally by tests and module procedures.

Write form procedures Writing form procedures that can be called by form
events or externally by tests and module procedures to
perform additional tasks required by the form.

V¥ To use a form, the following steps should be performed:

Step Description

Create a form variable Creating a variable in your module or in a procedure and
setting its type to the form name as it appears under the
form submodule.

Load the form Adding a Load statement to display your form on the
screen in your test or procedure. The Load statement uses
the form variable created.

Interact and Test the Verifying the form functions properly by interacting with
form functionality the form menus and controls. Writing code to set and get
the form properties, procedures, and variables using the
form variable.
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Creating a Form

The first step in the form development process is to create the form. In this example, you
will create a form within an ATEasy Program. Forms can also be created under other
ATEasy modules such as System or Drivers.

V¥ To create a form:

1. Right-click on the Forms submodule under MyProgram and select Insert Form
Below ~ from the context menu. A new Form called Forml1 is created.

Creating the new form causes ATEasy to display the Form View as shown here:
_ioix
oo = -

Form Design View

Form Items/Obijects ;:i:::::01 Obiect Procedures/Events —

I N\ o ' -
% 4 —

|3 Events =] ;% OnLoadi; Void Public 7 [ =l
Ozours when & form is loaded after contro Description View :I
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Variables View

1l

Code View

-
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The top pane of the form view contains the Form Design View showing the form and its
controls and menus. A grid used for control alignment is shown on the form client area; in
addition, blue margin lines are shown on the form. The margin is used to limit the area
where controls can be placed using a mouse on the form. The grid can be adjusted by using
the Grid and Margins Efl command below the Arrange command on the Edit menu. The
Margins can be also dragged using the mouse to adjust the distance from the form border.
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The area below the form design view displays two drop-down lists. The left drop-down list
shows the Form Items that can be edited including the form events, procedures and
variables, as well as the controls and menus included in the form. Selecting an item from
the Items drop-down list will refresh the second drop-down list and displays the procedures
of the selected item. Selecting a procedure from the procedures combo box makes that
procedure the current procedure.

The area below the combo box controls displays the current procedure description,
variables and parameters, and the procedure code.

Setting the Form Properties

The form’s properties window has several pages defining the different aspects of the form.
The most important elements are found on the General page. Here, the Form Name and
type are defined as well as the form’s caption, default menu bar, size and whether the form
is public (that is, can be used by other modules)

Additional Form properties pages include:

e Window — contains properties to determine the border style, its initial position, state
and other window properties.

e Drawing — contains the default drawing attributes such as pen, fill style, draw width
and more. This is used when using the drawing form procedures to draw on the form.

e Scale — contains the scale mode. The default scale mode is pixels. Scale mode is used
to specify different units for the coordinate system.

e Misc. — contains help files support for a form.
o Pictures — allows you to set a background picture for the form.

e Colors — contains properties to set the foreground and background colors of the form.
The foreground color is used when drawing text and lines on the form. The background
color is used to paint the client area.

e Fonts — contains a font selection that is used as the default font for controls. In
addition, the font is used when drawing text on the form.

As you can see, the form contains many properties. The ATEasy User’s Guide and the
Reference Guide cover them in more detail.
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V¥ To set the Form Properties:

1. Open the MyForm Properties window by clicking the right mouse button on MyForm
and selecting Properties B, The properties window opens.

2. Rename the form to MyForm.

3. Change the caption to My Form Example. The caption displays in the title bar of the
form. The properties window should look similar to the following:

MyForm (Form) Properties x|

General |Windu:uw| Drawingl Scale I Mizc I F"iu:turesl I:::-I::-rsl Fants I

Hame : IMyFnrm LCaptiar ; IMy Form Example

Tupe: IEI - Warmal Farrm j Mer INDne 'I [” Public
Left: IE Top: |8 wfidth ; ISBEI Height : |2EE
Desc. : I d

Form Controls

Forms need to be populated with controls and menus in order to be useful. Controls are the
interface elements through which the end user makes choices or obtains information.
Buttons, text boxes, checkboxes, list boxes, and charts are all examples of controls supplied
with ATEasy. Controls have their own properties, methods and events to make them
suitable for particular purposes; for example, displaying text, or allowing the user to scale a
value.

Controls and menus are added from the Controls toolbar. The Controls toolbar appears on
the screen whenever the form view is active. It contains all the available controls that can
be placed on a form as shown here:

kS

The first button in the toolbar (appears on the left side) is the selection tool. The second
button (showing a menu) is used to add a menu to the form. The rest of the buttons are
controls. To add any one of these controls, click on it, then click in the form client area, and
drag the control to the appropriate size.
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ATEasy provides the following controls:

Type

Description

Appearance

AButton

Typical Windows button
with some added features.
Used for confirmation
(OK, Cancel, etc.)

Click Here

AChart

Displays a set of Y-data
versus a set of X-data
using one of several
predefined plot templates.

ACheckBox

A check box indicates
whether a particular
condition is on or off. Use
check boxes in an
application to give users
true/false or yes/no
options.

™ ShowWawveiorm
T™ Show Data

AComboBox

Combines the features of
a Text Box and a List
Box. Allows the user to
select either by typing text
into the Combo Box or by
selecting an item from its
list.

chl

Thisis

& Drop-Down
Combo Box

AGroupBox

Used as a frame to group
several controls together.

’—Gruup Box

(£l

Almage

Displays a graphic image.

o
=

AlmagelList

Does not have any user
interface. Stores a list of
images to be used by the
AStatusBar control.

N/A

]

AlLabel

Displays text. Also, used
to label controls such as
AListbox to describe their
content.

Label

=
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Type Description Appearance Tool

AListBox Allows the user to select This is E;
an item from a given list. | |AListBox :

ALog Based on Internet = %

Explorer. Provides a L~
versatile way to record =
test results. Test data can
be routed to the Log
Control (instead of the
ATEasy standard Log) in
plain Text or HTML
formats.

APanel Container control. Used to g
group several controls

under same container.
Hiding this control will
hide all its controls.

ARadioButton Presents a set of two or B0 Ohm Termination El
more choices to the user. & No Termination
Unlike check boxes, radio
buttons work as part of a
group; selecting one radio
button immediately clears
all the other buttons in the

group.

AScrollBar Horizontal and vertical
scroll bars allow you to

select a value by moving Al i:i

the scrollbar thumb.

ASlider A control containing a Voltage ﬂ |
thumb, numerical, and A0 :

text labels. Supports a \ﬁwm
variety of styles from

three main groups: slider,
knob, and meter (shown).
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Type

Description

Appearance

AStatusBar

Used for displaying a
status bar on a form. The
status bar contains panes
that can display text,
images, keyboard state
and more.

[RESDY [B.8[342x192)

ASwitch

Represents a switch with
enhanced style and mode
features. The style can be
as a toggle (shown), a
slide, LED, push button,
and more.

ATab

Allows definition of
multiple pages for the
same area of a form. Each
page consists of a certain
type of information or a
group of controls that the
application displays when
the user selects the
corresponding tab.

,ﬂgl]pl:iuns

Log | Wwhork zapoe I

Log Faormat
& HTHL
= Teut

ATextBox

Can be used to get text
input from the user or to
display text.

This is a Text Box

E

ATimer

Does not have any user
interface. Used for
generating events
periodically. Can be used
to refresh the controls on
a form periodically.

N/A

(]

AToolBar

Used for displaying a
toolbar on a form. The
toolbar can contain
buttons, check button,
group buttons and menus.

[hema
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Adding Controls

In your example, you will be adding a chart control on the left and two buttons on the upper
right of your form.

V¥ To add the controls to the form:

1. Click the AChart control 2 on the Controls toolbar. Place your mouse pointer at the
upper left side of the form. Click and drag a rectangle that is approximately two thirds
of the size of your form.

2. Click the AButton control 2 on the Controls toolbar. Place your mouse pointer at the
upper right side of the form. Click and drag a rectangle. When you let the mouse up, the
button is labeled btnl.

3. Copy the button. To copy, click on the button while holding down the CTRL key. Drag
the button to a position immediately below the first button. When you are finished, your
form will look similar to the following:

,.@
5
Ix

chitl

You now have all the controls you need and its time to set the visual appearance of the
Form. Next, you will need to place the controls and space them evenly. You also need to
make the button height and width to be the same.
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V¥ To adjust the size and location of the controls:

1. Click on btnl1 to select the control. You can move the control using the keyboard’s
arrow keys. This is more precise than moving the control by dragging it with the
mouse. You can also size the control by dragging the selection handles or using the
keyboard by pressing the SHIFT key down and pressing the arrow keys.

2. Once btnl is in the correct position, you can make btn2 align equal to the left edge of
btnl. To do that you must select multiple controls. Click on btn2 to select the control,
press the SHIFT key, and then click on btnl. Notice that the two controls are now
selected. The last control that you select is called the pivot control. Click on the Align
Left command [5¢ from the Form Design toolbar or from the Arrange menu under the
Edit menu. Notice that btn2 is now aligned equal to the left edge of btnl.

3. While the two buttons are still selected, make btn2 have the same width and height of
btnl. Click on the Make Same Width B8 command and then click on the Make Same
Height [l command (alternatively, you can select the Make Same Width and Height
[ command). At this point btnl and btn2 are aligned and are the same size.

4. Next, make the chart and top button align to the top edge. Using the same technique as
step two, select the chart (chtl). Holding the SHIFT key down, select btnl. Click the
Align Top #* command. Both controls are aligned to the top.

Setting Control Properties

Before you can continue, you need to change some of the properties of the controls. One
property to change is the Control’s name. ATEasy assigns default names to Controls such
as btnl, btn2, etc. Controls must have different names in order for ATEasy to be able to
access them individually. Since the default names do not mean much, you should change
them to a meaningful name describing the Control’s use. However, you should keep the
prefix in order to have standard naming conventions and to be able to distinguish between
different types of Controls.

As an example, you should use the prefix “btn” for all Button Controls. This way, when
you see a reference in the program to MyForm.btnClose, you know it refers to a Button
Control probably called “Close.”
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V¥ To set the control properties for the buttons:

1.
2.
3.

Double-click on btn1 to display its properties. The button property page displays.
On the General properties page, change the Name to btnClose.

Check the Default checkbox to make the button the default button. Selecting default
causes the button to be pressed when the user presses the ENTER key (and perform the
procedure assigned to that button). Only one button in a form can be designated the
default. Notice that the page also has a Cancel check box. This designates a button to
be a cancel button accepting the ESC key when the form is active as the user pressed the
button. This is usually used for a Cancel button on a form.

Click on the Control page to activate the page. Change the Caption to Close. Change
the Font3D property to 1 — raised w./light shading. This sets a unique look to the font
text on the buttons in your form.

Select btn2 and repeat step two, changing the Name to btnAcquire.

Repeat step four for btn2, changing the Caption to &Acquire. Adding the “&” in front
of a character allows the user to press ALT and the character immediately following the
“&” in order to select the button. The user can select buttons with one key stroke
instead of either using the mouse or pressing Tab until the control (button) has focus
and then pressing the space bar to press the button. Note the A now appears underlined
(A) in the form.

Note: If you want to select a character other than the first character of a button (such as in
the case that you have two buttons with the same first letter, for example, Acquire and
Add), you may place the “&” immediately in front of the character to use with the Alt key.
For example, to use the first “d” of Add, you would enter A&dd. ALT + D would trigger the
button, and the text on the button face would appear as Add.
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V¥ To set the control properties for the chart:

1.

Select the chart and activate the General page. Change the control’s Name to chtData.

2. Activate the Axes page. The page displays a list of all the axes available via a list box.

Click on the X-axis in the list and set Max to 200. Click on the Y-axis and set the Min
to —1.5 and the Max to 1.5. This causes the chart to display 200 samples (maximum)
and the values of the data will be between —1.5 to 1.5.

3. Activate the Ticks page and change the X-Axis Spacing to 1 — By Division. Change the

4. Activate the Plots page and add a second plot by clicking on the New button L

MajorDivision to 4 and the MinorDivision to 2. Do the same for the Y-Axis, changing
the Spacing to 1 — By Division, the MajorDivision to 6, and the MinorDivision to 2.

A Your
chart will contain two plots, each displaying its own data in a line on a chart. Name the
second plot, Plot2. Move it below Plotl on the list by clicking the move down button

. Change the LineStyle and PointStyle color to yellow, by using the color drop

down button to the right of each M Each plot now displays in a different color Plotl
in cyan and Plot2 in yellow.

5. Change the background of the chart to green by activating the Colors page. Select

BackColor from the Property Name list box and select green.

Your form should appear as below:

#1 My Form Example

chit1
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Setting Controls Tab Order

Your next step is to set the Tab Order of the controls in the form. The tab order sets the
order of controls in the form. This order is used when the user presses the TAB key to move
the focus from one control to the next. Typically, form controls tab order is organized from
top to bottom, then, from left to right. Your form controls may already be in the correct
order; however it is a good habit to verify that the tab order is correct.

V¥ To set and verify the form controls tab order:

1. Right-click on the Form and select Arrange, then Tab Order F__l, from the context menu.
The controls are displayed with blue labels indicating their order.

2. Click on the chart label (0) set it to be the first in the tab order, Next click on the Close
button (1) and then click on the Acquire button (2).

Testing the Form Layout

Your form is now ready for a test of its layout. ATEasy has a special tool allowing you to
execute the form in order to test the form’s initial display without writing code to load or
display the form.

V¥ To test the form layout and initial display:

1. Click on Test Form! ¥ from the Form Design toolbar. This tool is also available
below Arrange in the Edit menu. The form is now displayed.

2. Press ALT + A to check if the Acquire button is pressed. Press ENTER to check if the
default button Close is pressed. Press the TAB key a few times to check the tab order.

3. Press ESC to exit the Test Form! mode.
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Using Events

ATEasy forms, controls and menus generate notification messages to your application
when a certain condition occurs. This can be when the user moves the mouse on top of the
object, when the user clicks on the object, and more.

You can respond to the message by placing code in the event procedure that is associated
with the notification message. A TEasy will only call event procedures that have code. If
you leave the event empty, ATEasy will not call the event. The code that you do place in
your event should be short. This is because when the event code is executing, no other
events are sent to the form. In addition, if a test program is running while the form is
executed, the test program is suspended until the event is complete.

Form Events are events related to the form itself and not to the controls in the form or the
menus. Form Events include OnLoad — when the Form is initially loaded, OnClick — when
the mouse is used to click on the form (in an area without controls), OnResize - when the
form is sized, and more. When the notification arrives, A TEasy calls the message you
programmed the form to use. For example, you can program the Form to change its Caption
or its background when the Form is selected.

Control and menu events are similar except they refer to notification messages received
from the control. For example, the AButton control has an OnClick event, the ATimer
control has an OnTimer event, and so forth.

Writing an Event for the Close Button

You will now add a simple event to MyForm. This event controls what happens when the
Close button is pressed.

V¥ To write the btnClose.OnClick Event:

1. From the form view, select btnClose from the form items combo box. The right combo
box now displays the available events for the AButton control.

2. Select the OnClick event. Click in the procedure space and begin typing:

Unload Form

The Unload statement will close the form window on the user’s screen. The Form
object will still exist after that line, and you can still use the form variables and
procedures after this line, however the visible form is erased from the screen. When the
user closes the form from the title bar by clicking on the X button, ATEasy will unload
(close) the form automatically.
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Now, if you collapse the right combo box you will see that all events are shown with
gray text while OnClick now appears normal text, showing that the event is used.

Before you can add the code for the Acquire button and chart, you need to add some
variables.

Adding Variables

Add a form variable to a form just as you do with any other module. You will add three
variables, two arrays, and one integer that stores the number of times the user clicked the
Acquire button.

V¥ To add form variables:

1. From the form view, select Variables from the form items combo box. The view below
now shows a variables view.

2. Right-click on the variables view and insert the following variables and properties:

Name Type Dim Dim Size Description

m_adPlotl Double 1 200 Array for Plotl

m_adPlot2 Double 1 200 Array for Plot2
m_iAcquire Short 0 n/a # times Acquire was called.

Note the m__is used to tell the user that the variable is a member variable of the form.

Your variables view should look similar to the following:

_ioix

. = =
Ilh Y ariables J _
MHame Type Dezcription

(N 5dFot] Drouble[200] Array for Plot

O m_adFlot? Double[200] Array for Plot2

O m_idcguire Short # times Acguire was called
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Writing an Event for the Acquire Button

Now you can write the code for the OnClick event of the Acquire button. This event fills
the form arrays by calling a form procedure, then it refreshes the form chart to display the
array content. The event also increments the m_iAcquire form variable and displays that
number in the chart caption.

V¥ To add an Event with Variables:

1. From the form view, select btnAcquire from the form items combo box. The right
combo box now displays the available events for the AButton control.

2. Select the OnClick event. Click in the procedure space and begin typing:

! increment the # of times acquire was called
m_iAcquire=m iAcquire+l

! set chart caption

chtData.Caption="# of Sin Cycles:"+str(m_iAcquire)
! acquire and show data

AcquireData (m_adPlotl, m adPlot2)

chtData.SetData ("Plotl", m adPlotl,,,, True)
chtData.SetData ("Plot2", m adPlot2,,,, True)

Note that while you are typing the member operator .’, a code completing member list
pops up to display the available control members as shown here:

chtData . =

Removebssis -
RemovePlot

SetData
ShowHelpContest
ShowwhatzThiz

Style

Tag

ToolTipT ext

Top

YWizible

WhatzT hisHelplD J —
WhatzThisHelpT ext

Width .:J__

e e

|

tuFrogram.p
e
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The user can view this list by browsing in the internal library AChart control entry. The
Caption is a property of the chart control while SetData is a method performing an action
on the control as shown here:

_iojx
E"" Frogram A Mame Type Dezcription ;I
E"" Tests Femovesisis [whmiz] Woid Public  Femove an Axis
-] Forms obiect from the
..... B Commands _ ~ object.
..... Everts FemoveFlot [+Plot): Yoid Public Remove a Plat
L= object fram the
#-[E Procedures object.
----- [y “ariables [wPlat, walata', Plats the specified
..... O Types wallatax, dstarfd, v data against the
=B | ke i dinck, bClearD ata]:  specified x data
S lerT”ES | = Bool Public for one or all Plat
E‘"' hterna objects an the
#-[®q Classes ohiject.
=-[Eg Contrals | O wPlot [+/al] Yariant
l[: AButbon | P e O walatay "Wal Variant
=-®5 AChat | O wvaDatax [+al] Variant
: _____ Events | § i O dStart< [Wal] W ariant
N Methads | @ i O dinc [\ al] W ariant e
o ol Propedtioo 0 e O bClearDiata  [Val] Bool = Falze
i B0 ACheckBox v ShowHelpContext ) Void Public Digplays the help
1| | ¥ contest topic for |

The next step will be to write the AcquireData form procedure, which will be used to fill
the plots’ arrays with sample data.

Writing the AcquireData Procedure

Just as you have written procedures before in other modules, you will write a procedure
within your form. This procedure initializes the arrays with a dummy waveform. The first
array will display a sin wave with increasing frequency. The second array will be filled
with a sin wave that cycles m_iAcquire times.

V¥ To write the form procedure:

1. From the form view, select Procedures from the form items combo box. The right
combo box now displays a list of the form procedures, which is initially empty.

2. Select Procedure Below from the Insert menu. A new procedure is created.

3. From the Properties window, change the name to AcquireData and the description to
Initialize arrays with a dummy waveform.
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4. Create the following procedure variables:

Name: adDatal
Parameter: Var
Type: Double
Dim: 1

Name: adData2
Parameter: Var
Type: Double
Dim: 1

Name: i
Parameter: None
Type: Long
Dim: 0

Name: iSize
Parameter: None
Type: Long
Dim: 0

Your screen should now look similar to the following:

K E= Type D escription
O adDatal W ar Doublef]

O adDataZ W ar Doublef]

o Lang

O iSize Lang

5. Add the following code in the procedure code area:

iSize=sizeof (adDatal) /sizeof (double)

for i=0 to iSize-1 do
! freqg increase over samples
adDatal[i]=sin((PI*1i)/(iSize-i+1))
! m iAcquire # of sin cycles
adData2[i]=sin ((PI*i*m_ iAcquire*2)/iSize)

next
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The Load Statement

At this point, your form is complete. The next step is to write code to load the form from
the program. Loading a form to display it is done using the load statement. The load
statement has three parameters.

The first parameter is the form variable, which is used to hold the form object. The
variable type name should have the form name as appears below the Forms submodule.

The second parameter is optional and indicates whether the form is created using the
modal or modeless modes. When using modal mode, the load statement does not
return to the caller until the form is unloaded. The form may be unloaded either by
using the unload statement or when the user clicks the X button in the form title bar (if
available). Modeless form returns immediately to the caller and the form runs in
parallel to the code running after the load statement.

The third and optional parameter is the form’s parent window handle. A window
handle is a 32-bit number used to uniquely identify the window in the current process.
Each form has a handle that can be retrieved using the hWnd property. Passing 0 as a
handle (or omitting the argument) uses the Windows desktop window. Forms created
are always displayed on top of their parent. Additionally, when the parent is destroyed,
the form is also destroyed. When a form is created using modal mode, the parent is
disabled after the form is created and enabled, and is activated as the form closes.
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Using the Form

In this example, load the form within a new test you will create in MyProgram. You will
also create a variable that will have MyForm as a type.

V¥ To use the form:

1. Define the form variable. Insert a new variable under the MyProgram variables
submodule. Rename it to frmMyForm. Set its type to be MyForm as shown here:

frmiMyForm (¥ariable) Properties 3 x|

Genmalluamel

ﬂame:lhmMyme

Type: IM_I,IF-:urm jJ
Ciimn FT_EH mmEEEJ
Qem;:l :J

2. Insert a new Task in MyProgram. Name the task Forms and the test as MyForm.

3. In the MyForm test code view, type the following lines of code:

! creates the form in modal mode
Load frmMyForm, TRUE

! deletes the form object
frmMyForm=Nothing

The first statement loads the form in modal mode and uses the windows desktop as a
parent. The second statement deletes the form object releasing all resources associated
with the object. This statement will be executed after the form window is destroyed.
Note that before destroying the form object, you can still use form public variables and
procedures (for example, frmMyForm.m_iAcquire if it was declared as public).
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Testing the Form
You can now execute the code to test your form.
V¥ To run the form test code:

1. Make sure the test code is the active view. Select Doit! from the Debug Menu or from
the Build/Run toolbar.

2. Click twice on the Acquire button. The form should now display two sine cycles as
shown here:

#1 My Form Example

3. Click on the Close button.

ATEasy provides additional tools to test the form. You can use the Formit! from the
Debug menu or from the toolbar. The command executes a load statement on a temporary
variable that A TEasy will create.
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CHAPTER 9 - WORKING WITH EXTERNAL LIBRARIES

About External Libraries

This chapter discusses extending A TEasy functionality by adding and interfacing with
external libraries. It provides an example of how to write an ISA PC board driver that uses
a Dynamic Link Library to program the board. It provides more details of how to initialize
a driver. It shows how to handle errors in drivers and in the application. This chapter
explains how to use Type Libraries and COM objects and classes, as well as providing an
example for using a Microsoft Excel COM object.

Topic

Description

Overview of Libraries

Explains two types of libraries that can be used in an
ATEasy module: DLLs and Type Libraries.

Creating a DLL Based Explains how to create a driver and to add a DLL.

Driver Also shows how to use and configure a DLL-based
driver.

About the GXSW.DLL Provides an example for a DLL procedure and

provides an example of a C header file.

Declaring DLL Procedures

Explains how to define DLL procedures and
parameters.

Importing C/C++ header Explain how to import C/C++ header file (.h) to
file declare DLL procedures, types and constants
Using DLL Procedures Shows how to call DLL procedures.

Driver Initialization

Shows how to use the driver’s OnlInit module event to
initialize the driver and how to hide the board handle
parameter used to identify the board to the driver.

Handling Errors in a Driver

Explains how to handle errors in the driver.

More about Error Handling

Provides more details regarding A TEasy error types
and about error handling in an application using the
OnError event.

COM Objects and Type Provides details regarding using COM objects and
Libraries external Type Libraries.

Using the Excel Type Provides an example using the Excel Type Library.
Library

Using the Object Data Type | Provides an example using the Object Data Type.
NET Assemblies Using .NET assemblies




148 Getting Started with ATEasy

Topic Description

Using VI Using LabView VI and LLB files

Overview of Libraries

Libraries are external modules containing procedures, classes and other programming
elements. ATEasy can use two kinds of libraries:

Dynamic Link Libraries (DLL) — which are files, typically with .DLL file extensions,
containing procedures. Most PC-based instrument drivers are now shipped as a DLL
library. Microsoft Windows is also built from a set of DLLs that provide access to its
services. DLLs do not contains type definition of the procedures and their parameters
they hold, A TEasy can make use of C/C++ header files (.h) that is usually supplied
with the DLL and create the procedures, types and constants definitions by reading
them from the header file and creating A TEasy equivalents.

ATEasy version 7.0 supports creating a DLL by setting the project target type to DLL.
With the Build Command, an ATEasy DLL will be created, and it can in turn be used
by other ATEasy or other programming languages projects. For more information, refer
to ATEasy Users’ Guide.

Type Libraries — which contain classes, procedures, and other programming elements
and are based on Microsoft component technology (COM). Type libraries allow you to
make use of classes exposed by external libraries or applications. Examples of type
libraries are: Active X controls or MS-Excel. Unlike DLL where you are required to
define the programming elements included in it, a type library contains a complete
definition of the programming elements exported by the library.

.NET Assemblies — which contain classes, procedures, and other programming
elements and are based on Microsoft .NET technology. Unlike DLL where you are
required to define the programming elements included in it, a .NET assembly contains
a complete definition of the programming elements exported by the library.

In this chapter, you will learn how to use an instrument driver DLL for the GX6115, a 3U
PXI high current relay board. The driver uses a DLL GXSW.DLL provided with ATEasy.
More robust examples for using DLLs can be found in the examples provided with A TEasy
in the Language.prj and DLL.prj (along with the DLL sources written in C) files located in
your \Examples subfolder.

You will also learn how to use a type library. We will use the MS-EXCEL type library to
use Excel. A more complete example for this can be found in Excel.prg located in your
\Example subfolder. Also provided in your examples folder is a .NET assembly including
sources and ATEasy application DotNet.prj and C# programming language .NET sources
for the assembly used.
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Libraries are added to any module under the Libraries submodule. Each module can have
its own libraries, which, if made public, can be used by other modules. Once a library is
added to a module, you can call procedures and use classes residing in the library. In
addition, if a type library contains an Active X control, then the control will be added to the
Controls toolbar. It can be used by dragging it onto an ATEasy form in a similar way to the
way you use A TEasy built-in controls.

Creating a DLL-Based Driver

In this example, create a driver, MyGx6138.drv, which uses a DLL GXSW.DLL. The
driver is similar to the GX6138.drv driver for the 38 Relay (switching) board from Geotest
that is part of the GXSW package that can be download from Geotest web site. We will
create ATEasy DLL procedure to describe the procedures residing in the DLL. These
procedures will be used to program the GX6138 board. For reference, you will also add the
GX6138.drv driver that is provided in the ATEasy Drivers folder.

V¥ To create a driver using GXSW.DLL:

1. Right-click on the Drivers submodule in MySystem. Select the New Driver =2
command from the context menu. A new driver is created. Rename the driver name to
MyRELAY from the workspace window.

2. Right-click on Libraries submodule and select Insert Library Below 4 from the
context menu. The Insert Library dialog is displayed. This dialog is used to insert a
Type Library, a NET assembly or a DLL.

3. Activate the DLL tab and click on the Browse button. The Select File dialog appears.

4. Select GXSW.DLL from the Windows System folder (System32 folder on Windows
NT/2000/XP/VISTA or System Folder under Windows 9x/Me) and click Open.
Alternatively, you can type GXSW.dIl; ATEasy will find it since it’s in the Windows
default search path for DLLs. The DLL file name is now displayed in the edit box as
shown here:
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Insert Library x|

Activei Controls | All dctive | NET dssemblies DLL |
DLL File Mame

[Gixsw.di [

— Import C Header Files:
DLL Header file [.h):

| o
]

Additional Include Header Files [ h]:

Inzlude Header Directaories:
| =]

¥ |mport &lzo Hinclude Files Praototypes

¥ Usze Options Default Include Directonies
¥ Convert Types to ATEasy Types

¥ Create Public Procedures

v 2Add Prefix to Vaniables Struct Packing : |1 vI

Freprocesszor... |

[ Import ATE asy DLL Procedures

Inzert I Cancel |

5. Click Insert. A GXSW library is added under the new driver Libraries submodule
with the default name of GXSW.

NOTE: the Import C Header Files ficlds will be used later in this chapter to import
the DLL procedures, for now, we will declare these procedures manually.

6. Right-click on the library and select Properties E=I' from the context menu. The library
properties page is displayed. Check the Public checkbox. By default, DLL procedures
are attached to commands and need not be public. Since you will be using the DLL
procedure within the program, you should make it public so other modules can use the
procedure.

7. Right-click on the Drivers submodule and select Insert Driver Below = from the
context menu. The Insert Driver dialog displays. Select GX6138.drv from the ATEasy
Drivers folder and click Open. The GX6138 driver will be inserted to the system type
with a name of RELAY for the driver shortcut (taken from the driver default name
property).
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8. Before you use the RELAY driver, you must configure its interface. Right-click on the

Driver Shortcut symbol in the Workspace window and select Properties = ‘I The
Driver properties appear. Activate the Misc page. Select the Slot, type in the GX6138
PXI slot number as appears in the PXI-PCI Explorer application. The PXI-PCI
explorer can be start by selecting it from the Geotest, HW from the Windows Start
menu. The Misc page should display as shown here:

RELAY (Driver Shortcut) Properties k|

Generall Sharingl Interface  Misc |

Mame |‘Jalue | Yalue : |5

ﬁﬂ nlnit - Change |
tModel : I ﬂ

The Slot parameter is used to supply the driver the PXI slot number used when
initializing the board. The SkipOnlInit parameter will be use to signal the driver to not
initialize the driver when the driver Onlnit event is called, leaving it empty will cause
the driver to be initialize when you start running the application. The parameters can be
retrieved by the driver using the Driver.Parameters(''Slot'") expression. This driver
uses DLL to communicate with the instrument and does not use I/O Table to
communicate with the instrument and therefore they have the None driver interface
(default for new drivers).

9. Click Save All &l to save your work. When prompted save the new driver to
MyGx6138.drv in the MyProject folder.

Once the library is added to the driver, you need to define the procedures residing in the
DLL since a DLL does not contain type information about its procedures. To define these
procedures you need to look into the DLL documentation or use the C programming
language header file that is sometimes provided with the DLL. Your next step will be to
declare the procedures under the library you just inserted. Before you start, let’s look at the
GXSW.DLL header file.
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About the GXSW.DLL

You can download and install the GXSW package from Geotest web site. The package
contains driver for all Geotest PXI switching boards and is supplied with the C
programming language header file to describe its procedures. The header file GXSW.H can
be found in the GXSW driver folder (C:\Program Files\ GXSW). Opening the file with a
text editor and browsing will show you the prototypes of many of the boards supported by
the GXSW package. The GX6138 most relevant sections in this file are shown here:

//********************************************************************

// GXSW General purpose functions

//********************************************************************

VOID WINAPI GxSWGetErrorString (SHORT nError, PSTR pszMsg, SHORT
nErrorMaxLen, PSHORT pnStatus);

VOID WINAPI GxSWGetDriverSummary (PSTR pszSummary, SHORT nSummaryMaxLen,
PDWORD pdwVersion, PSHORT pnStatus);

// GTXXXPanel () constants
// nMode for panel functions

#define GXSW_PANEL MODELESS 0
#define GXSW_PANEL MODAL 1
// Relay State

#define GXSW_STATE OPEN 0
#define GXSW_STATE CLOSE 1

//*************************************************************

// Gx6138 functions

//*************************************************************

VOID WINAPI Gx6138Initialize (SHORT nSlot, PSHORT pnHandle, PSHORT
pnStatus) ;

VOID WINAPI Gx6138Reset (SHORT nHandle, PSHORT pnStatus);

VOID WINAPI Gx6138Panel (PSHORT pnHandle, HWND hwndParent, SHORT nMode,
HWND * phwndPanel, PSHORT pnStatus);

VOID WINAPI Gx6138GetBoardSummary (SHORT nHandle, LPSTR pszBoardSum,
SHORT nSumMaxLen, PSHORT pnStatus);

VOID WINAPI Gx6138Close (SHORT nHandle, SHORT nChannel, PSHORT
pnStatus) ;

VOID WINAPI Gx61380pen (SHORT nHandle, SHORT nChannel, PSHORT pnStatus);

VOID WINAPI Gx6138GetChannel (SHORT nHandle, SHORT nChannel, PSHORT
pnState, PSHORT pnStatus);

VOID WINAPI Gx6138SetChannels (SHORT nHandle, LONG lHighChannelStates,
LONG lLowChannelStates, PSHORT pnStatus);

VOID WINAPI Gx6138GetChannels (SHORT nHandle, PLONG plHighChannelStates,
PLONG plLowChannelStates, PSHORT pnStatus);

// First and Last channels numbers
#define GX6138_CHANNEL_FIRST 1
#define GX6138 CHANNEL LAST 38
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Declaring DLL Procedures

Declaring procedures in a DLL is divided into two steps. The first step is to define the
procedure name and return value. The second step is to define the procedure parameters. In
most cases, the parameters are described in C programming language, that require you to
translate the C types mentioned in the header file to ATEasy data type.

In general, C and ATEasy types are very similar in the type name and in internal
representation of the type. Here are some guidelines:

C pointers can be converted to VAR parameters. For example the C data type short *
can be converted to ATEasy data type VAR Short. If no pointer is used, use the
ATEasy VAL parameter.

Arrays and Strings are pointers in both C and in ATEasy. You can use both VAL and
VAR. For example char * (or LPSTR) can be VAL String or VAR String. You
should use VAR if you plan to change the string and reflect the change to the caller.
When declaring VAL, ATEasy creates a copy of the variable and passes it to the DLL
procedure. Calling with VAR is faster.

To declare the DLL procedures:

Right-click on the Procedure below the GXSW Library in the tree of the document
view and select Insert Procedure Below "ia. A new procedure is inserted.

Right-click on the new procedure. Select Properties =" from the context menu. The
DLL procedure property page displays. Type the procedure name: Gx6138Initialize
and check the Public checkbox. Set the description to: Initializes the driver for the
board at the specified base address.

Right-click on Gx6138Initialize and select Insert Parameter Below “. A new
parameter is inserted.

Rename the parameter to nSlot. The new parameter has a type of VAL Short — this
matches the C Type SHORT.

Repeat steps three and four for the pnHandle and pnStatus parameter. Their parameter
type must be change to VAR since they are declared as LPSHORT (short *). At this
point, the procedure is declared and can be used.

Repeat steps one through five for each of the procedures that are defined in the
previous page. You can use Copy and Paste, or Drag and Drop to expedite your work.
Make sure the string parameters are defined as VAR since they return a value. You can
use the Gx6138.drv driver as a reference or for copying the procedures defined there
instead of typing them.
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At this point, the DLL procedures are defined and ready to use. Your DLL procedures view
should look similar to this:

B MyGxr6138.drv (Procedures) =10 x|
Mame Type Dezcription
o G%E138CIoze [MHandle, nChannel, prStatuz); Clozes arelay
! Wioid
___( GrE138GetChannel  [MHandle, nChannel, pnState, Returns whether the channel iz
e prStatuz]: Yoid open [0] or close (1]
GxE138GetChannel:  [mHandle, plHighChannelStates, Fetumnz all relaps state of the
H-; plLowChannelStates, pnStatus]: zpecified group
Woid
EI( Initialize [mSlothumber, prHandle, Initislize:s the driver for the board
! prStatuz]: Yoid at the specified zlot number
i O nSlotnumber al Short Slot nurnber of the board
g PhHandle War Shart Returned handle for the board, 0
for error
‘. O pnStatus Yar Short Returned status, O for success
o G=E1380pen [MHandle, nChannel, prStatuz); Openz arelay
! Wioid
(= GxE138Panel [MHandle, kwndParent, nMode, Opens a virtual panel to
! bwndPanel, nStatuz]: Yoid irteractively contral the board
& i= GxB139Reset [MHandle, pnStatus]: Woid Dpenz all relays
GxE1385etChannel:  [mHandle, plHighChannelStates, Setz all relays state
- ! plLowChannelStates, pnStatus]:
Woid
- GrSwWiEetDriverSum  [25 ummary, nS ummar_l,lM_a:-:Len, He_turns the u:Iri_ver dezcription
! pl¥erzion, pnStatus] Woid ghring and werzion number
- GeSwWhetEmorSting  (nEmoar, sEmar, nSummansMazlen,  Returns the emrar string as
! prStatuz]: Woid gpecified by the ermor number

As you can see, the DLL procedures and their parameters are documented. This is used

when the user uses the procedure.

Importing C Header File

Declaring procedures, types and constants manually can take considerable time. ATEasy
can make use of C header file supplied with DLL to import procedures, types (struct, enum
or typedef) and constants. C data types that are specified in a header file can have various
interpretations. For example the C data type ‘unsigned int *’ when specified as a procedure
parameter can be interpreted as a parameter that returns a DWord (Var DWord) or array of
DWord (Var DWord []) or accept array of DWord (val DWord []). During the Import
process ATEasy will ask the user to resolve Ambiguous data types by presenting the
possible options. Selecting the right option is essential.
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In the following example we will be using the Gx6138.h as an example for importing a C
header file. The file was extracted from GXSW.h that is part of the GXSW package that
can be installed from Geotest web site. The Gx6138.h file is installed by ATEasy in the
Examples folder.

V¥ To import C header file:

1.

Create a new driver by right click on the system from the workspace window and select
New Driver

Under libraries insert the GXSW.DLL as explained earlier in this chapter.

Right click on GXSW DLL under procedures and select (] Import C Header File
(h)...

Select the C:\Program Files\ATEasy\Examples\Gx6138.h and check the following
options as shown here:

Import C Header File X|

DLL File Mame
II::"-.WINDDWSHS}IstemSE'\.GKSW.dII |

— C Header Files:

DLL Header File [.h:
IE:'\F’ngram Filez"&TE azysE vampleshGrE1 38 h

Additional Include Header Files

| o

Include Header Directories:
! =]

v |mport Also Hinclude Files Prototypes

v Use Options Default Include Directories
[¥ Corvert Types bo ATEasy Types

¥ Create Public Procedures Preprocessar... |
v Add Prefix to Yariables _
[+ Eeplace Existing Symbals Struct Packing I-I j‘

(] | Cancel |
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The Additional Header Files (.h): is used when you need to specify additional header
files needed to import (separated by semicolons). The Include Header Directories is
used to specify include directories that are needed when trying to resolve data types
defined in other header files. The preprocessor button displays a header file that
contains common definition and always parsed before the actual header file. This file
can be edited to add or change types. The other options are documented in the On-Line

help.
5. Click OK to import the header file.
6. ATEasy will prompt with the following Ambiguous C Type dialog:

Import C Header File - Ambiguous C x|

T he Fallowing Ambiguous Tepe Encountered W
PSHORT pnStatus -
Cancel |

WD WINAPI GuS'wiEetErarString [ SHORT nErrar . ;I
PSTH pzztdzg . SHORT nErmrorkd axlen . PSHORT
pnStatuz | ;

[

File : |C:%Program FileshATE asyhExamplesiGeg1 38 h

Lire : (33 Wiew. .. |

Select One Of the Following Pogzible Types or Enter the
Desired Type Below

Wal Short] ]

I‘-.r‘ar Shart

v Replace Same Mame and Type Symbols Automatically
v Replace Same Type Symbals Automatically

v Don't sk Any More of Ambiguous Type [T Eazy Wil Decic

This dialog will be displayed for each C data type that ATEasy cannot find exact
match. In this case the PSHORT data type is offered with 3 options Var Short and two
array types. Since the status is returned from the procedure as a single number and not
an array select the Var Short. To accelerate the migration check Replace Same
name/same type and Don’t ask checkboxes as shown here and click Replace.
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The newly created GXSW library will now be created and will show similar procedures to
the one declared manually earlier in this chapter. You can remove the new driver created
from the system.

Using DLL Procedures

At this point, the DLL procedures are defined. Since we made the procedures public, you
can call the procedures directly from any of your application modules, procedures, or tests.
You need to define the variables nStatus and nHandle as short. Then, you need to call the
Gx6138Initialize procedure as shown here with the PXI slot number (5) as displayed in
the PXI-PCI Explorer:

Gx6138Initialize (5, nHandle, nStatus)

This will be used to initialize the board to retrieve the board handle, later it will be used
with all other commands such as Gx6138Close, which closes relay #2 as shown here:

Gx6138Close (nHandle, 2, nStatus)

Alternatively, you can use the GXSW library to call the procedure:

GXSW.Gx6138Close (nHandle, 2, nStatus)

Or, by using the driver name:

MyRELAY .GXSW.Gx6138Close (nHandle, 2, nStatus)

Or even:

MyRELAY .Gx6138Close (nHandle, 2, nStatus)

Note that the first two examples call the RELAY driver instead of the MyRELAY driver if
the RELAY driver is defined as the first driver in the system. To avoid this, the last two
methods are preferred.

As you can see, calling a DLL procedure is very similar to calling an A TEasy procedure.
Typically, after defining the DLL procedure, you will create Commands to provide the user
a better interface than procedures. In addition, use commands to provide a simpler interface
to hide the nHandle and pnStatus parameters each of the DLL procedures have. So,
instead of calling Gx6138Close with tree parameters as shown previously, enter the
command as:

RELAY Close (2)
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This code is a lot simpler; it hides the implementation details from the user. The user does
not need to know about nHandle or about error handling and nStatus as explained in the
next section.

Driver Initialization

As you can see from these calls, you need to supply the board handle nHandle every time
you call the driver procedures. Instead, you can define a driver variable m_nHandle that
will have the driver handle. Every time you need to access the driver, you can use that
variable. The variable can be initialized in the driver Onlnit event that is called only once
when the application starts. This relieves the user from calling any initialization code before
calling the driver commands.

Looking over the Gx6138 driver Onlnit event will show you just that: OnlInit has the
following code:

if nSlot=0 then nSlot=Driver.Parameters ("Slot")
if nSlot=0 then

error -1, "Driver Parameter 'Slot' not set to the board PCI
slot number.\nPlease set the parameter value from the
driver shortcut property page."

endif

The Gx6138 PXI slot number if not supplied as a parameter to the Initialize is retrieved
from the driver shortcut using the Parameters ADriver property. When you insert a driver
into your system, you should set the Slot number parameter of the board.

Looking over at the driver procedure to see the code for the Initialize procedure, you will
see the following code:

Gx6138Initialize(nSlot, m nHandle, nStatus)

CheckError (nStatus)

As you can see, the Gx6138Initialize accepts the nSlot and returns the handle to
m_nHandle and the status to nStatus. nStatus is passed to a driver procedure called
CheckError, which provides error handling for the driver as explained in the next section.
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Handling Errors in a Driver

As you can see from the GXSW DLL procedures, all functions have a parameter nStatus
that is used to return a status indicating if an error occurs (<0). Ideally, you should check
the return value after each call as shown here:

Gx6138Close (m_nHandle, 2, nStatus)

If nStatus<>0 then

! error do something.. like abort or MsgBox ()

endif

Placing the return-value-checking code after each call in the test program makes the
program very long and hard to read. Instead, you can call a single error-checking procedure,
the CheckError driver procedure, to perform that test. Call CheckError with the nStatus
parameter returned from the DLL procedure as an argument.

CheckError shows the following code:

if nStatus<0 then
m lLastError=nStatus
GxSWGetErrorString (nStatus, sError, 256, nErrorStatus)
error nStatus, sError ! generate exception

endif

The function checks to see if nStatus contain an error code. If it does, it retrieves the
description of the error and calls the A TEasy statement error. The error statement
generates an ATEasy run-time error displaying the error message returned from the DLL.

Looking through the RELAY driver commands such as RELAY, Close, and more reveals
that when the user uses the driver commands to program the board, an internal procedure is
called. It performs the action such as Gx6138Close and then checks to see if an error
occurs.
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More about Error Handling

ATEasy run-time errors can be generated using the error statement or as a result of a run-
time error such as divide by zero, communication failure and more. By default, A TEasy
will display a message box displaying the error number, text and location of where the error
occurred in your code. The message will contain the following buttons:

e Abort — Pressing abort will call the OnAbort() event sequence and could abort the
program.

e Ignore — continue execution with the statement following the statement that
caused the error.

e Retry — will display only retry able errors such as communication error. Retry will
cause the statement causing the error to be called again.

e Pause — this button is available only when running from the development
environment. Pressing pause will cause the execution to be paused and will cause
ATEasy to display the statement causing the error. The user, then can watch
variables, changes the current statement and debug.

ATEasy applications can trap and handle errors before the default message box is
displayed. You can place code in the OnError() module event to handle error and can
handle errors programmatically using the abort, retry, ignore and pause statements. In
addition the try-catch statement can handle errors locally and provide local error and
exception handling. In addition the GetErrorModule(), GetErrorNum() and
GetErrorMsg() internal functions can be called to retrieve error information.

The driver procedure and the CheckError procedure causes the user to concentrate on the
test code without the need to check for errors after each statement. It also provides the test
program or the application with a single point (the OnError() module event) area in which
to place the error handling code.
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COM Objects and Type Libraries

ATEasy provides extensive support for using COM objects. COM Objects are software
components based on the Microsoft’s Component Object Model. In this model, one
application can create or use other application objects by using the CreateObject or
GetObject functions as shown here:

ob=CreateObject ("Excel.Application”)

The CreateObject receives a Program ID string, “Excel. Application,” to identify the class
the user wants to create. Every COM object has a unique program ID to identify itself.
Once the object is created, it is assigned to the ob, object variable, which you define in your
application.

The object ob variable can be defined in ATEasy in two ways. You can use the Object data
type or you can add a Type Library to the ATEasy Libraries submodule and use the object
class name (or control name) as the data type. Using the first method is called Late
Binding. The second method is called Early Binding. In Early Binding, ATEasy uses the
type library and the variable type to check for compiler errors when you build your
application. In Late Binding, the object properties and methods are assumed to be correct
at design time and can be checked only at run-time.
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Using the Excel Type Library

You are now ready to create and use the object using the Excel type library (early binding).

V¥ To load the Excel Type Library:

1.

3.

Right-click on MyProgram Libraries submodule and select Insert Library Below A
The Insert Library is displayed showing the Controls page. The controls page displays
the ActiveX controls type libraries installed on your system.

Activate the All ActiveX Page to display all the available type libraries. Browse
through the list of libraries displayed in the list box and select and check the Microsoft
Excel Objects Library. (If the library is not displayed in the list, you do not have
Excel installed on your computer.) The type library file path and file name is displayed
below the list box as shown here:

Insert Library x|

ActiveX Contrals Al ActiveX | NET Assemblies | DLL |

-] Microsaft Directs Transtorms Core Type Library ﬂ
-] Microsaft Directs Transtorms Image Transforms Type Libra
-] Microsaft Disk Quata 1.0

-] Microsaft DT DDS TypeLib 2

-] Microsaft DT DDSFarm

-] Microsaft DTC Framework,

B2 M EMicrosaft Excel 11.0 Object Librane [Ver 1.5]
- [] Microsaft Exchange Event Service Canfig 1.0 Type Library
-] Microsaft FlexGrid Contral 5.0 [SP3)

-] Microsaft Forms 2.0 Object Library

-] Microsaft Forms 2.0 Object Library

-] Microsaft Forms 2.0 Object Library

-] Microsaft Forms 2.0 Object Library

-] Microsaft Forms 2.0 Object Library _Iﬂ
1| | 3

~ File Path :
C:%Program FilezhMicrozaoft Office\0OFFICET1\EXCEL EXE

Inzert I Cancel

Click Insert. A new library is created under the Libraries with the default name of
Excel.
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Looking through the Excel library under the Libraries submodule you can see the library
contains Classes, Controls (ActiveX controls), Modules (global procedures similar to the
one found in the Internal library), Types (Enum, Struct and TypeDef ) and Variables.
Modules, Controls and Variables sub modules are not display since they are empty for
this type of library. Expanding Classes, you will find the Application class, which contains
Methods, Properties and Events. You will use the Caption and Visible property to set
and make visible the Excel window caption. You will also use the Cells property to read
and write to the spreadsheet cells.

Your next task is to create an Excel object from the Application class and to call properties
and methods belonging to that class.

V¥ To use the Excel Application class:

1. Right-click on the MyProgram Variables submodule and select Insert Object Below
“a. Open the variable properties window and rename the variable to xlapp. Change its
type to Excel.Application by selecting it from the browse button as shown here:

-
MR

xlapp (¥ariable) Properties

General | Yalue |

Mame : I:-:Iapp

Tupe: IEHcel.ﬁ.pplicatinn jJ
Drirr : IG Dimﬁize:l
Desc. I d

2. Declare the following program variables: i as Long; iSize as Long; ad as a one-
dimensional array of 5 elements of type Double; and as as a one-dimensional array of 5
elements of type String.

3. Insert a new Task under MyProgram. Name the task Excel and the test as Using Early
Binding.
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4. Type the following lines of code in the test code view:

xlapp=CreateObject ("Excel.Application")

xlapp.Visible=TRUE
xlapp.Caption="ATEasy Excel Demo Using COM"
xlapp.Workbooks.Add ()

! prepare data
as={"US-West", "US-East", "US-Central", "Europe", "Israel"}

ad={2123300.00, 2323300.00, 1123300.00, 1523300.00,
1200000.00}

iSize=sizeof (as)/sizeof (as[0])

! £fill cells

for i=1 to iSize
xlapp.Cells.Item (i, 1).Value = as[i-1]
xlapp.Cells.Item (i, 2).Value = ad[i-1]

next

! check if cells got the data
if xlapp.Cells.Item(1l, 1).Value<>as[O0]
TestStatus=FAIL

endif
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5. Click Doit! 74 to test the code you have just written. You should see the following

Excel window:

5

Fd ATEasy Excel Demo Using COM - Book1 ; =10l =]

Fil= Edit Miew Insert  Format  Tools Data  Window  Help -8 X

& - arial v1nvnfg§§§_,£,f

A1 - £ LUS-West

AB|C|D|E|F|G§

1 JUS-WWest 1 2123300

2 |US-East 2323300 J

3 |US-Centra 1123300

4 |Eurape 1523300

5 |lsrael 1200000

5}

7 -

M4 4 » M['Sheetl / Sheetz # Sheet3 / | 4] | L|JJ

Ready

Using the Object Data Type

Your next example will be to create the same test using late binding.

V¥ To create an Excel application using the generic object type:

6. Right-click on the MyProgram Variables submodule and select Insert Object Below.
Open the variable properties window and rename the variable to ob and change its type

to Object as shown here:

ob (¥ariable) Properties

General | W ale |

Mame ; IDH

Tvpe: IDbiECt jJ

2

7. Insert a new test under the Excel task and name it as Using Late Binding.
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8. Type the following lines of code in the test code view:

ob=CreateObject ("Excel.Application")

0b.Visible=TRUE
ob.Caption="ATEasy Excel Demo Using COM"
ob.Workbooks.Add ()

! prepare data
as={"US-West", "US-East", "US-Central", "Europe", "Israel"}

ad={2123300.00, 2323300.00, 1123300.00, 1523300.00,
1200000.00}

iSize=sizeof (as)/sizeof (as[0])

! £fill cells
for i=1 to iSize
ob.Cells.Item(i, 1).Value = as[i-1]
ob.Cells.Item(i, 2).Value = ad[i-1]

next

! check if cells got the data

if ob.Cells.Item(1l, 1).Value<>as[0]
TestStatus=FAIL

Endif

As you can see the code for early and late binding is almost identical. The only
noticeable difference is the use of the cells property, which in early bind returns a
Range object and in late bind accepts parameters directly in order to access the
worksheet cell.

9. Click Doit! |74 to test the code you have just written. You should see the same Excel
window as shown in the previous topic.
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Using .NET assemblies

NET assemblies are .NET libraries that contain classes and their definition. Using .NET
assemblies from ATEasy is similar to using COM type libraries. You first insert the
assembly using the Insert Library Below command. Then you activate the .NET
Assemblies page, this page displays the .NET assemblies and their classes taken from
assemblies that are stored in the following folders:

1. Private Assembly can be stored in your application folder or subfolders.

2. Global Assembly Cache (GAC). Located under Windows Assembly folder. This
folder is used to store third party assemblies.

3. .NET Framework folder. Located under Windows Microsoft. NET\Framework
folder.

ATEasy will also use these folders to locate the assembly at run-time if the assembly file
name stored in the library sub-module contains no path (i.e. assemblyfilename.dll). After
locating the assembly that you wish to use, check the assembly or individual classes from
the assembly that you wish to use and click Insert. ATEasy then, will create a library that
contains the classes, methods, variables and properties as selected. Additional classes and
assemblies that are referenced by the classes or assembly you selected are also loaded and
displayed below the assembly in the Referenced Libraries sub module. A TEasy support
many programming language features that that are supported by .NET including
inheritance, multiple constructors, overloading of methods and properties, virtual members,
static members, early and late bound objects and more. These features are shown in the
DotNet example (see DotNet.prj in the ATEasy Examples and Examples\DotNet folders).
The example contains a .NET assembly along with it’s C# source code that demonstrate
some of the programming concepts used by .NET.

Using .NET classes is similar to using COM classes, you create a variable using the new
operator and assign the result to an object of type Object or the class you created as shown
here:

obClsl l=new DotNetClassl ()

obClsl 2=new DotNetClassl (True)

The first line create an object from the DotNetClass1 and the second one creates another
one but uses a different constructor that receives True as parameter.

Calling a method or a property or variable of the class is similar to using COM classes (e.g.
ob.Method(), or ob.Property or ob.Variable).

Destroying an object is also similar to COM. The following statement will destroy the
object:

obClsl 2=Nothing
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Using LabView® VI and LLB files

ATEasy allow you to use National Instruments LabView® Virtual Instrument Files from
within your application. The two available files types are supported: VI file that holds a
single Virtual Instrument panel and LLB that hold multiple VIs.

To use a VI you must import it first using the Import LabView Virtual Instrument File
(.vi, .Ib)... command . Once you import the LLB or VI files ATEasy will create a
procedure for each one of the VI that was imported. These procedures contain code that is
using the ATEasy internal function GetVi that returns a LabView ActiveX object used to
call the VI. Currently ATEasy supports VI's created with LabView version 7.0 and 7.1 and
you must have a matching version of LabView run-time version in your machine as well as
the VI referenced libraries in order to call the VI. The LabView development environment
is not required in order to call the VI. The procedures created by the wizard contain
parameters as required by the VI. Calling these procedures is similar to any ATEasy
procedures.

The LabView.prj and the LabView.llb in the ATEasy Examples folder provides an
example for using LabView. The following dialog displays the Import LabView Virtual
Instrument File dialog importing the LabView.llb provided with ATEasy:

Import Lab¥iew® Virtual Instrument File (.vi, b}

Select % to Import ;
= C:4Program Files\ATE asphE wamplesiLabView. b
B [ Activei, DataTypes yi

| v

o |

Open V(s]

ze W avetorm, vi Import
[+ [IN Hecommended] Mew wavefarm
[#] [IM. Recommended] Filter 5 election
[IM, Recommended] Input W aveform
[QUT, Recommended] Analyziz Fesults

w] [DUT, Recommended] Filtered Signal

Cancel

- [#] Array_DataT ppes. vi

[+ [¥] Boolearn_DataT ypes. vi

[+ [¥] Erumerated_DataTypes.vi

[+ [¥] Generate ‘W aveform File.vi o
[+ ] Mumeric_DataT ypes.wi

[+ [+] StingtndPath_D ataT ypes.wi

F1 B3 Crenmbiarm Db = Tomeme oo _vJ

v Add PrefistaVarable [ KeepWl's DLL in Memany Reset Vl's Parameters List |

-Selected VI :

Description :

Thiz 1 implementz Low Fazsd High Pass filer. ;I Wiew |
Edit I




CHAPTER 10 - WHERE TO GO FROM HERE

About Where to Go from Here

This chapter describes how and where to find information about topics not covered in this

manual.
Topic Description
More about ATEasy Describes some of the features available that are not
covered in this manual and provides information where to
find additional information.
Examples Describes a quick overview of the examples that are
provided with ATEasy.

More about ATEasy

ATEasy contains many features not covered in this manual. The following list describes
some of the features available that are not covered in this manual:

Configuring and using the COM (serial), GPIB, VXI, File and WinSock interfaces
Using TCP/IP communication

Using DDE to communicate between applications

Using the WIN32 API

Creating and using threads and synchronization objects

COM/ActiveX Objects and Multithreading

Multiple UUTs, parallel and sequential execution modes

The Internal Library classes, controls, procedures, variables and types
Internal Variables

Complete description of the ATEasy programming language and statements
Using interrupts and Interface Events

Error and exception handling

Managing users

Document version control and text formats
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e Using module events

e Form types: MDI, MDI Child and Normal forms
e Adding and Using Menus with Forms

e Drawing on forms

e HTML and the Log control

e Logging and customizing your test results

e ATML support

e Creating and using ATEasy DLLs

The ATEasy User’s Guide and the ATEasy online help contain a complete coverage of
these topics. Additionally, you can look at the examples and drivers that were copied to
your Examples and Drivers directories during Setup.
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ATEasy Examples

ATEasy is provided with several examples that can be used to see how to implement
various application and features as required. This topic will describe briefly the available
examples provided in the 4 TEasy Examples folder. You can load the examples described
here by opening one the workspace files in that folder as described here:

Examples Workspace Files

Workspace File Description

Examples.wsp Workspace file for all example projects.

Basic.wsp Workspace file for Language, Forms and Test Executive
projects.

Communication.wsp Workspace file for ComChat and WsChatMT projects.

Excel.wsp Workspace file for Excel project.

ATEasy2.wsp Workspace file for ATEasy2 examples.

Other workspace files and examples projects may be available in that folder.

Examples

The following examples are provided; Additional examples may be available, see the
ATEasy examples folder:

AdoDB Example

This example demonstrates the use and programming of databases using a Microsoft ADO
Active Data Objects ActiveX library. The example create read and write a data base, tables
and records. The example is using Microsoft Access and can be easily changed to use any
data base format that has ODBC driver. You must install the Microsoft ActiveX Data
Objects 2.8 Library from www.microsoft.com.

Files included: AdoDB.prj and AdoDB.prg.


http://www.microsoft.com/�
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ATML Example

This example demonstrates ATEasy support for IEEE Standard 1671- Automatic Test
Markup Language (ATML) for Exchanging Automatic Test Equipment and Test
Information via XML support. The support is provided using the ATEasy ATML.drv. The
example generates ATML Test Results (.xml file) from an A TEasy program, ATML Test
Description (.xml file) from an ATEasy program. It also transforms ATML TestResults to
formatted test log using Style sheets (XSL files): AtmlToText.xsl, AtmlToHtml.xsl or
AtmlToHtmlStylel.xsl.

Files included: ATML.prj, ATML.prg, ATML.sys and the ATML.drv and its support files
(xsd schema files and xsl style sheet files).

ComChat Example

This example demonstrates the use and programming of COM or serial ports. The
application creates a window that is used to type text used to send to a COM port. Any data
received from the port is appended and displayed in the window. The example uses 4 TEasy
COM interrupts to display the data received back. The example also shows how to read and
write from Windows INI files using windows API.

Files included: ComChat.prj, ComChat.sys and ComChat.drv.

DLL Example

This example demonstrates how to write DLL using Visual Studio (C) and use it from
ATEasy. Two DLLs are provided with this example. The first DLL, written in C with
Microsoft Visual Studio (dll.dll). The second DLL (ATEasyDIl.dll) is written using
ATEasy and sources are provided in a separate ATEasy project (ATEasyDIl.prj). The
provided program contains several tests that call DLL functions with various parameters

types.

Files included: DIl.prj, Dll.prg. DLL files (in the Examples\DLL folder): DIlL.dll, DIl.dsp,
Dll.cpp, DILh, StdAfx.cpp and StdAfx.h. ATEasyDIlI files (in the Examples\ATEasyDLL
folder) — see the following paragraph.
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ATEasyDIl Example

This example demonstrates how to create an ATEasy DLL (ATEasyDIlL.dll) and use it from
ATEasy and from other languages such as C and VB. This project contains a driver that
includes several exported functions, thus illustrating how to export functions via ATEasy
DLL. The example includes three additional projects that shows how to call the ATEasy
DLL from Microsoft Visual Basic application (ATEasyDI11Vb.exe), Microsoft Visual C
project (ATEasyDIIC.exe) and ATEasy application (see DLL example).

Files included: ATEasyDIl.prj, ATEasyDll.sys and ATEasyDIl.drv. Application files for
VB and C in the Examples\ATEasyDII folder.

DotNet Example

This example demonstrates how to write and use a .Net assembly classes and how to use
the classes from ATEasy. The assembly is created using Microsoft Visual Studio .NET
using C# programming language. The provided program contains several tests that create
and use the various exported classes in the .NET assembly with various parameters types.
You must have the Microsoft NET framework installed in your computer. It is
recommended to use Windows XP or newer since prior versions of Windows, OLE does
not support 64 and unsigned types commonly used in .NET.

Files included: DotNet.prj, DotNet.prg.
DotNet assembly source files (in the Examples\DotNet folder): DotNet.dll, DotNet.dsp,
DotNet.cs

Excel Example

This example demonstrates how to use Microsoft Excel using ActiveX/COM and DDE
(requires that you will have Excel installed in your machine). The example creates an excel
workbook with two spreadsheets, the first spreadsheet contain data and the second contains
a chart that plots the data from the first sheet. The example shows three ways of
implementing this:

e The first task, test is using the Excel COM object using late binding.
o The first task, second test is using the Excel COM type library using early binding.
e Second task, implement the example using ATEasy DDE functions.
You must have the Microsoft Excel installed in your computer for this example to run.

Files included: Excel.prj, Excel.prg.
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FaultAnalysis Example

This example demonstrates the use of the fault analysis driver (FaultAnalysis.drv) along
with the TestExec.drv and Profile.drv. The example contains a program with many dummy
tests and preset test result set inside the tests. A condition file (FaultAnalysis.cnd) used by
the Fault Analysis driver contains conditions that can be analyzed, displayed and print to
the test log at the end of the run of the program.

Files included: FaultAnalysis.prj, FaultAnalysis.prg, FaultAnalysis.sys (contains the
FaultAnalysis.drv, Profile.drv and TestExec.drv) and FaultAnalysis.cnd.

FI884x Example

This example demonstrates GPIB programming and how to build a GPIB interface
instrument driver. The example uses a Fluke 8840A digital multimeter. The example
demonstrates the use of IO Tables, Commands, GPIB interface and programming using 10
Tables or using the internal library GPIB functions.

Files included (in the Drivers folder): F1884x.prj, F1884x.prg and F1884x.drv.

Forms Example

This example demonstrates how to create and use ATEasy's Forms. The example is divided
to tests each creates a different form with different sets and controls and menus.

Files included: Forms.prj and Forms.prg.

HW Example

This example demonstrates the use of the Geotest Hardware Access Driver (HW). The HW
driver features can be accessed from the Windows Start, Geotest, HW menu in the
taskbar. The example shows how to read the computer PCI bus configuration and resources.
The HW driver can be used to write prototype driver and to test PCI/PXI/ISA boards.

Files included: HW.prj, HW.prg HW.sys and HW.drv.

Hp34401aFP Example

This Example demonstrates Function Panel driver for DMM loaded with the HP34401A
digital multimeter driver from National Instruments .fp file. It contains a program utilizing
FP functions.

Files included: Hp34401aFP.prj, Hp34401a-FP.prg, Hp34401a-FP.sys and Hp34401a-
FP.drv
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I0Tables Example

This example demonstrates creating and using of 10 Tables and the File driver interface.
The example driver loTables.drv contains many 1O tables with different operations and
modes. The example uses a temporary file to perform the input and output operations.

Files included: IoTables.prj, [oTables.prg, loTables.sys and [oTables.drv.

IviDmm Example

This example demonstrates using the standard IVI-C and IVI-COM class DMM drivers.
The example contains two tasks; the IVI-C task requires installing National Instrument
driver for HP34401A while the IVI-COM task requires the Agilent driver. You will need to
download and install the drivers from these vendors. VISA resource manager also needs to
be configured with the DMM logical name before using the example.

Files included: IviDmm.prj, [IviDmm.prg, IviDmm.sys and IviDmm.drv.

LabView Example

This example demonstrates using and calling LavView VI and LLB files from ATEasy..
The example program contains procedures generated by importing the ViExamples.llb VIs
to ATEasy suing the Insert LabView VIs command. The example requires National
Instruments LabView 7.0 run-time (www.ni.com) installed in your computer (ATEasy will
work with LabView v6.0 or above).

Files included: LabView.prj, LabView.prg and LabView.1lb.

Language Example

This example demonstrates the A TEasy programming language. The examples contains
several tasks to demonstrate Control statements, expressions and assignments, user defined
procedures, using variants variables, internal library, using DLLs, using the log window
and customizing the log output, interrupts, multi-threading, conditional compilation and
error and exception handling.

Files included: Language.prj and Language.prg.


http://www.ni.com/�
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MMTimer Example

This example demonstrates how to use the Windows Multimedia timers to perform 1ms
accurate timing events. The example is provided with DLL sources (using MS VC++ 6.0)
that can serve as a template for an application that requires performing operations in an
accurate timing manner.

Files included: MMTimer.prj and MMTimer.prg

DLL Files (in Examples\MMTimer folder): MMTimer.dll, MMTimer.dsp, MMTimer.cpp,
MMTimer.h, StdAfx.cpp and StdAfx.h.

ModuleEvents Example

This example demonstrates ATEasy's program, system and driver module events. Running
or using the debug command on this example will generate trace output from each of the
ATEasy's module event procedures, which shows the sequence in which these events are
called by ATEasy.

Files included: ModuleEvents.prj, ModuleEvents.prg, ModuleEvents.sys and
ModuleEvents.drv.

MultiPad Example

A complete text editor with MDI user interface (Multi Document Interface) implemented
with ATEasy. This example is provided to show how to use the MDI user interface, MDI
Form, MDI Child Form, AMenu, AToolbar, ACommonDialog (file open, save and print,
font selection), AlmageList, ATimer and more.

Files included: Multipad.prj, Multipad.sys and Multipad.drv.

MyProject Example

This example is provided as a reference to the files created in this manual. It contains all the
examples created in the A TEasy getting started manual.

Files included: MyProject.prj, MyProgram.prg, MySystem.sys, MyDMM.drv (HP34401a
driver) and MyRELAY.drv (GX6138 driver).
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ProcessDiagnostics Example (v8)

This example is provided as a tool to diagnose memory, threads or file handle leaks created
by calls to external libraries such as DLLs. .Net or COM. The example is using the
ProcessDiagnostics.drv driver provided with ATEasy. The driver can report the current
process memory consumption, handles count,; thread count, modules and CPU usage.

Files included: ProcessDiagnostics.prj, ProcessDiagnostics.prg, ProcessDiagnostics.sys,
and ProcessDiagnostics.drv.

Profile Example

This example shows how to create profile programmatically and dynamically. First it
selects the second profile of the given profile file, Profile.prf in the ATEasy Examples
folder. When the Test Executive driver displays the selected profile in its tree view, you can
run the profile. At the end of a program run, it asks you to perform its diagnostics if there
are any failed tests — upon which if you respond Yes, then it creates a diagnostic profile and
a file, "Diagnostics.prf" in the current folder and runs it. The newly created profile includes
all failed tests.

Files included: Profilel.prg, Profile2.prg, Profile.sys, Profile.drv and TestExec.drv.

StdloProcess Example (v8)

This Example shows how to control a console application. The example shows 3 console
applications. The windows Command prompt (cmd.exe), TCL interpreter and PERL
interpreter. The PERL interpreter used in this example is Strawberry Perl
(http://www.strawberryperl.com). The TCL interpreter used in this example is ActiveState
ActiveTecl (http://www.activestate.com/activetcl). The example uses the ATEasy
StdloProcess driver that can be used to control console applications by redirection their
standard input, output and error pipes. The driver offers synchronous and asynchronous
way to redirect the input to the console application.

The driver uses .NET System.Diagnostics.Process class).

Files included: StdloProcess.prj, StdloProcess.prg, StdloProcess.sys, StdloProcess.drv,
StdloProcessAdd.tcl, StdloProcessAdd.pl


http://www.strawberryperl.com/�
http://www.activestate.com/activetcl�
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TestExecMini Example

This example can be used as a basic building block for building your own test executive. It
displays a form that allows the user to select a test from the program tests and run it.:

Files included: TestExecMini.prj, TestExecMini.prg and TestExecMini.drv.

TestExec Example

This example demonstrates the use of the TestExec and the Profile drivers and their user
interface. A Profile file TestExec.prf is provided and contain several profiles ready to run.

Files included: TestExec.prj, TestExec-1.prg, TestExec-2.prg, TestExec.sys (uses
Profile.drv, TestExec.drv and TestExec.prf).

TestExecMutipleUUTs Example (v8)

This example demonstrates the use of the TestExec to run multiple UUTs in parallel and
sequential mode. The example is similar to the TestExec example with the exception of
additional code that was added to the System.Onlnit() event to setup and run multiple
UUTs

Files Included: TestExecMultipleUUts.prj, TestExec-1.prg, TestExec-2.prg, Language.prg,
TestExecMultipleUUts.sys, Profile.drv, and TestExec.drv.

TestExecUser Example

This example demonstrates the use of Test Executive users file. The users file
allows you to create Multi users environment where an administrator sets each user
group’s privileges.

Files included: TestExecUsers.prj, TestExec-1.prg, TestExec-2.prg, TestExecUser.prg,
TestExecUser.sys, Profile.drv and TestExec.drv.

VB (Visual Basic) Example

This example demonstrates how to use an ActiveX object, ActiveX control, enumerated
type and structures created using Microsoft Visual basic. The example is provided with
sources safe for the Visual Basic project. You should have VB 6.0 in order to compile the
VB examples and the VB 6.0 run-time in order to run it.

Files included: VB.prj, VB.prg.

VB Files (in Examples\VB folder): VB.ocx,, ATEasyVB.vbp, Class1.bas, CPShapeL.ctl,
CPShapeL.ctx and CPShapeL.pag.
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WsChatlE Example

This example demonstrates how to use WinSock and TCP/IP communication protocol to
communicate between applications. The application creates a window that is used to type
text used to send to a TCP/IP port. Any data received from the port is appended and
displayed in the window. The application can be set to act as a client or as a server. The
example uses ATEasy Interface Events to receive data from the port (client or server) or
accept the client connection (server).

Files included: WsChatIE.prj, WsChatIE.sys and WsChatlE.drv.

WsChatMT Example

This example demonstrates how to use WinSock and TCP/IP communication protocol to
communicate between applications. The application creates a window that is used to type
text used to send to a TCP/IP port. Any data received from the port is appended and
displayed in the window. The application can be set to act as a client or as a server. The
example uses a separate thread to receive data from the port (client or server) or accept the
client connection (server). This example is similar to the WsChatlE, however, the
communication is done here in separate thread instead of using interface events.

Files included: WsChatMT.prj, WsChatMT.sys and WsChatMT.drv.
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Check bOX ..ooovveieieieeieeeeeee e 128
COM ..o 79
Combo bOX....cocviiiieiiieieeieeeeeee e 128
FOrms ....cocovviiiiiiiie e, 127
Group bOX .ecvveeeerieeieeieereereeeeieeeenn 128
IMAge ..eoeeeeeeieeeeee e 128
Labels....cccoiiieiiiiieeeeeeee e, 128
LiSt DOX cocvveeeiieeiee e 129
Location .........ccoeveeeeeieeeeeereeeeeeeee e 132
L0 ittt 129
Panel.......cooviiiiiiiiie e, 129
Properties ......ccocueeeverieeireieeeeeeeeenn 132

Radio button .........cccceeeveereeneeieeieennen, 129
Scroll bar ......coecvveeevevieieieeeee 129
SIZE v 132
SHAT e 129
Status bar......cceceeeveereerierienieseenees 130
SWItCh ..eviiiiiieiecce e, 130
Tab e 130
Tab order ....ccoecveveeiieeieeie e 135
TEXt DOX.uvevrererereiierieieerieesee e e 130
TIMET e, 130
ToOIbATr ....cvviiiiieeiececeeee e 130
Conventions Used in this Manual................. 2
Copy and Paste ........ccceeveeveenieninnieene 151
Copy command..........ccceeceveeeereeennveenen. 30, 41
(07070)' w21 | SRR 2
Corrupt files.......ccoeveeviiniieieeeeeeee, 12
CreateObject.......ccovvevveeenveenen. 159, 162, 164
CUITENCY .eevieeeieeeerieeiee et e eee e eeee e 62
Current TeSt.....cueevveeerieeeiieeie e 50
Customer Support........cceeeeereieeeneeenieenneenn 13
Cut command .........cceceeevveereeireenieeieeeene 41
D
Data
MEASUIING .....veeeereeeiieeiree e eieeereree e 98
Reading.......ccoovvvvvevciveiieeeeeeeee 98
Data type...ceeveeeeieeieeeeeeee e 61
Character Strings.........ccceeveveeecveeerveennenns 62
Definition........ccoeeveeeveecieeeeeeeeeeeee 62
Floating point numbers...........c.cccoeeueeee. 62
Miscellaneous.........ccceeveeeeveeeneeenveeennen. 62
ODJECE ceiiieiiieiee ettt 62
Signed integer numbers..............cceeueenee. 62
Unsigned integer numbers...................... 62
Database ........ccccvveeeiiieriieeieee e 169
DateTime......ccoveieerierieeieereeeeree e 62
DDE ...ttt 167
DDWOrd .....ooveiieieieeeeieee e 62
Debug
L0t 52
Debugging
ADOTt ..ot 75
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Continue/Pause..........ooeeevvvvvieveeieiiiiennn, 75
DOt oo 75
Run to Cursor ........cceeeeeeeeeecieeeeeeeeeeens 75
Selection Run Mode ..........ccoovvvunevnnnennn. 76
Step INto .evvveiieeie e 75
Step OUL....veieiiieiieeee et 75
StEP OVET ..eeiiiiiiiieiiieeieeeeeeee e 75
Toggle Breakpoint..........ccceeeevveenveeennenn. 75
Default NAME ......ooovvvvevniiiicieeeeeeeee e, 87
Delay ...oooeeeieieeee 90
Delete command.............coeevvvvveeeeeiiiinnnnen. 30
Digital....ccooievieciieieereeeee e 19
DIreCtOri€s ..cvvvveeeeereeeeeeieeeeeereee e 9
DISCIEE...vvvveeiiieeeeeeeeeeeeeeeeee e 95
DLL
Configuring Interface .........ccccooceeeenene. 149
Creating driver.........ccoccveveeveeneeneenienn, 147
Defined.......oooovveeiiiiiiiiiiiieeeeeeeee, 146
GXSW.DLL ....oooovvvviiiiiieeeeennn. 147,150
[Nitializing .......ccovveeverieeieeieeeeieeiens 156
Procedures .......coovuvvvveeeeennnnn. 66, 151, 152
Properties......covevvervenieeiieriereeieeiens 148
RELAY ..o 155
Using procedures.........cccoeveevveeneenneennee. 155
DLL Example.......ccoceveveereiiiiieeieeeiens 170
DLONG.....iiiiieeieeie e 62
DMM. ..o 27, 86, 92
Dockable Windows ..........coovvvvvviieeiiiinnnnnenn. 41
Docked Display Mode.........cccevvrveeveennnnne. 32
Document
ACHIVE e 40
Version control.......ccoeeeveveeeeeinneeeennnne.. 167
Document View window............ccccveeene.e. 32
Documentation Conventions ....................... 2
Doit! ..o 30, 75, 101, 143, 163, 164
DotNet Example.........ccecvvevvienieenenns 165,171
Double ....ooeieeiiiieeeeeeeeee e 62
Drag and Drop.......ccceevvvevcieeecieecnenns 41, 151
Drawing.......ccocveevevveriverieniesreeeeeveenieens 126
DIIVETr.....uviiieeeiee e 28, 82
Adding.....cooeeiiiiiiee 86
CommandsS........ccoevveeeeeeeieiiieeeeeeeeeena, 111
Configuring .......ccceveveevieneneeseneneenens 89

Creating........ccvveeeeeeecveeeieeseee e eevee s 86
Creating commands ...........c.ccceevverveenen. 114
Default name.........cccooovvevvvveeeiiiiiiiineen. 87
Defined.......coooovvveviiiiiiiiieeieiee, 24,28
Defining interface ..........ccoeevveevvecreeeennnen. 88
Difference between driver and shortcut..87
DIrectory .....ooevveeeciieecieecee e 9
DLL-based ......ccccvvveveiieeeiieeeeeeeeeieens 147
DMM ..oooiiiiieeeee e 86
BITOIS oo 157
Fault Analysis ......ccccoovvevvienereereerieieennen. 38
FlES.uuueiiiiiiiieeeeeeeeeeeeeeee s 9,20
FOrms ..oooovvvvviiiiiiiiiiiiieeeee 123
Handling errors .......cccceeeevveevveecneeennen. 157
INitializing ....c.cevvevveereere e 156
NEW ettt anaes 86
Profile......ccoovveiiiiiiiieee e 38
SHhOTTCUL ...vvveieieiieeceeieee e 28, 87
Test Executive.......coooeuuvenee... 38, 52, 54, 56
Driver ShortCut ........coovvevveieeiiiiiiiiiieeeeeene 87
DMM oo 86
DWOId ..o 62
Dynamic Link Libraries...... 23, 146, See Also
DLL
E
Early Binding.......c..ccooeevevierieennnen. 159, 161
Enum.....cooovviiiiiiiiiiiiceie, 23,47, 62,161
Error Handling .........ccoevvevvievienieniecieeinns 17
eITOr StatemMentr .......ccocvvvveeeeeeeeeciireeeeeeeen, 157
error statment .............ccoeeeeii 158
EITors ..ooooveeeeeeeeeeeeeeee e 145, 157, 167
ChecKkError.....ccovvvviieeeeeeeeeeeeeeeeee 157
Exception handling .........c.ccceceverennnnne. 167
Handling.........cocoeveveevciieiiecee e 158
Events.....coooooveveeeeiiiiieieeeeeeeeeen, 121, 136
COAC i 138
Defined.......coooovveviiiiiiiiieeeeeeee 22
FOrm.....oooooviieeee e 66
Module.....ccovveieeiiiiieiee e 66
ONADOTIT .o 66
ONCHCK ..o, 79, 138
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Procedures.........coocueeiieiieinienienieeeee 66
Using module........ccccceevvevienreereenrenne. 168
WIIING ..o 136, 138
Examples.......cccoevienieniinienieieeieeen 9,169
Commands ...........cooevvvveeeeeeeeeeennnnnn. 27,112
Explicit call to I/O Table...........c.c..c...... 100
Implicit call to I/O Table....................... 100
Program commands ............ccccecveeenennn. 120

Excel .. 23, 145, 146, 159, 160, 161, 162, 163,
164

Create application ..........cceeeveeeeveeennnenns 163
(0]0) 15107 PSP 163
Excel Example .......cccccovvevievieeciieiieenee, 171
Exception handling ........c.ccceceveiiveirenennne. 167
Exception Handling ...........cccoeevvercveeinnnnns 17
EXE file
Creating......ccveeeeeieeieeieeeesee e 59
Executing Application ..........cccccevevveeennennns 59
F
Fault Analysis......cccoceevvenieriierieninnne. 38, 54
FaultAnalysis Example............cccceeveenenn. 172
File format........ccoocevinieieniiieeeeceee 37
File Interface........cccceceevenenieninienicncens 167
Find command .........c.ccccoveeiiiiiiiiiiieeceen, 30
F18840x Example........ccoeevvvevieeeriennn, 172
FLOAL .. 62
Float Display Mode ........ccccevevviiniinirninnne 32
Flow-Control Statement.........c.cccoceereennene 78
FONtS..coveiiiiiieee 126
FOrms ....oooviiiiiiiiiii 121
Adding controls........ccceveeveenienienne 131
Adding variables ...........ccceeveriieniiennnenne 137
Adjusting location.........cccccvevverueenennnne. 132
Adjusting S1Z€ .......ceeveeeieenieesiieieene 132
Button control properties .............c....... 133
Chart control properties .............cecveennen. 134
Colors Properties........ocvveveeeveerveereeennenn 126
Control properties .........ccceevvvercveerenneens 132
CONLIOLS. ...eeeeeieiieieecee e 127
Controls tab order .........ccccceevveeveeennnnnn. 135
Creating.......cccveeeeueeeeiieerieeseeeereeevee e 125
Defined......ccceeeveieeeieieeeee e, 22

Development Process .........ccccveeevennnee. 124
Drawing......cccoccvevvevvenvencrencreereeieeeenn 168
Drawing properties .........ceeeeverereennens 126
DIIVeT...ciiiiiiiieeeeeee e, 123
Events ....ccoveriiiiiniiiccecceen 136
Events with variables.................... 137, 138
Fonts properties .......cccoeveeeeveeecneeenveenne. 126
Functions ......c.ccoeoeeviiiiiiiinnieieceneens 123
Layout......ccocvveeiieiieeeeeeeee e 135
Load statement .........cccceveeveeninnenennen. 141
MDI ..o 168
MDI Child ..o 168
MENUS ....evvieieiiiee et 168
Miscellaneous properties...................... 126
Normal......cooeeviiniiiiiinieiicececeeee 168
(071101 1¢) QP RRRRI 136, 138
OVEIVIEW ...ttt 123
Pictures properties .......c.cocceeeveeveerveennen. 126
Procedures .........ccoceeveiiiieninieiee 139
Program ........cccocceeviiiiiiiniiiice 123
Properties.......ccocvveeeieeerveesieeeee e 126
Scale properties .........ccevververververnennn 126
Setting Properties ..........ccccceeveereennnnne 127
SYStEIM ..veiiiiieiieerie e 123
TeStING ...vvveiieeeiie e 142, 143
Testing Layout........ccccceevvereereencvennnnns 135
Unload .....cooeeiiiiiiiiiieneeeeeeee, 136
USING covveveeeiieeireereeieesiresreereeveesaeeens 142
Variables........ccovevienenienenieieneeeee 137
Window properties ..........ccceceeceeeveeennen. 126
WIIting events .......cccceeeveeveveeecieeerveennne 138
Writing events .........ccoecveveveeereecveeneeennen. 136
Writing procedures..........ccceceeveeenueennen. 139
Forms Example........ccccooeveiiiviriniiecienns 172
For-Next Loop....ccccccvevevieeeieeeiieeeenee 71,78
Function........ccooeviveniniininieecees 66
Function Panel.................... 81,102, 104, 106
Function Panel drivers..........cccocevieriennnnns 17
G
General Purpose Interface Bus........ See GPIB
GetErrorModule .........ccooceeviiniiniininnns 158

GetErrorMSg......covvveeeiieeciieceeeiee e 158



186 Getting Started with ATEasy

GetErrorNUuM .....ooovvvvviiiiiiiiiiiiiiiiiiiiiii 158
GetODJECt..ueiiiiiieeie e 159
GetVIREference .......cooovvveeveveeiiiiieennnn, 166

GPIB.9, 16, 17, 18, 23, 24, 26, 28, 32, 66, 79,
81, 82, 83, 84, 86, 88, 89, 90, 93, 101, 102,
104, 105, 106, 172

Defining.....c.ccocovevierieeieeeeeee e 83
Defining interface........c.cccceeeecvveenveennnen. 88
Interface......coooeeeeveveecenieeeeeeeee 167
GTSW32.DLL
Header file .......ccocoeviiiiiiiiicecee, 150
GXSW.DLL ..ot 147,150
ADOUL ..o 150
Using procedures.........ccoeveerveereeenneennen. 155
H
Hardware and Software Requirements......... 6
Hardware interfaces...... 9, See Also Chapter 6
HP34401A .o 103
HP34401aFP Example .........cccceevveeveennnne 172
HTML....coooiiiiiiieene. 31,52,55,129, 168
HW Example.......cccoovvviieniiiiiieeieeeee 172
HW.SYS e, 11
I
/O Table.....cooveveeeieeeieeeeeeeeee 81,90
Attaching commands............ccceeeuneenee. 115
Calling from test.........ccevevervrrcveerreernenns 100
Creating .....ccoeeeereeneeeieeeeeesee e 91
Creating output operation....................... 92
Creating send operation...............c.ceu..... 93
Delay ..ooocveieeeeee 90
DISCIete....ooveeeeeieiieeeeeee e 95
Explicit call.......ccceveveriinciiniiciieieeienns 100
Implicit call.......ccooeviiiiieiieieieiees 100
INPUL..ciiiiee 90
OPErations ........ccceeeveerveeecreeerveesveeenenens 90
OULPUL ..t 90
Procedures ........ccccoeveevienieniineieeie e, 66
PUDLIC .. 99
Reading data..........cccoeevveveeneeniecieen, 98
RECEIVE ..ot 90

IDE... 1, 10, 15, 16, 17, 20, 21, 29, 30, 31, 32,
33, 35, 39, 40, 41, 52, 53, 56, 76, 85

IAQUETY .ot 104
1gNOTe Statement.........cecveveeeveereeeneeenneennes 158
Import LabView Virtual Instrument File (.vi,
D). 166
Importing from C Header file ................... 152
InitializeOnInit........cccovieniiiiiiiiieene 104
INPUL...ooieiieeeeee e 90
Insert Library .......cccoccveeveevvenieenneennen. 160, 165
Installing ATEGSY ....ccveveeveeeiieiieiiesieene, 5
COMPACE ...vvieerieeiieeiee e 10
CUSEOM ..ot 10
Directories......coeeeeveeeeieeeiieecieeeee e 9
Full ..o 10
Hardware Interfaces.........c.cccoevevveeveennnnnn. 9
Reinstall .....cccoooveviniiiiiiiee 12
Run-Time ......ccoceeviiieciieiiecieeceeeeeas 10
Types of installation.............cceeeveerveenneene. 10
Typical .cocvveeieeieeiieeeeeeeee e 10
With Windows NT........ccceeeiiiiiieininns 11
Instrument Panel Application...................... 35

Integrated Development Environment. 16, 29,
See Also IDE

Interface Test Adapter.........cceeevveeevveennennee. 19
Interface Types.....c.cccveeennee. 82, 113,115,116
INterfaces.....coovvveivvvveceieeeeeeeeeeeeeeen 18, 82
AddINg ...ooviiiiiie 83
COM e 82
Configuring .......ccceevvevverreecreneeeieennnn 149
Defining .....cooceeveeviiiiiececeeeeeeeee 83
Defining driver........cocceeveveeecieenieesiieens 88
External......ccccoeoveviiiciieiieieeeeee 82
File oo 82
GPIB ..ot 82
Hardware.........ccooevieieniiieeceeceeee 9
Internal .......ccccveeiieiiinieieee e, 82
ISA o 82
NONE ..ot 82
SUPPOrted.....eeeeveeeiierieieieee e 16

VXT o 82



Index 187

Internal Library..22, 61, 63, 79, 90, 114, 139,
167

Internet EXplorer........coccvveveviiiiiinienieene, 6
INtETTUPLS ..ot 167
[I0Tables Example .........ccccceeevvevieenieennnnnne. 173
IPX/SPX it 6
ISA e 82,172
IVL e, 82, 103, 104, 107
IVIArVer .oeeviieieeeceeeeeeecee e 108
L
LabVieW.....ccovveieiieiecie e 166
LabView Example .........cccceeevveviveivennnne, 166
LabView Example .........ccoccevvieiiienienenne. 173
LabVIieW®.......ccccovveviiieiiecieeeiie e 17
LabWindows/CVi® ........ccceevveviverierrennenns 17
Language Example.........cccccoeoevriiniinenne. 173
Late Binding .........ccccceevevveecieenreennne, 159,163
USINE .oeivieiieieesiie e ere e ere e eee s 163
| ) 0 U 102
LIbIary ...cccveeeeveeeciieciie e 79
ADOUL ..o 146
ClaSSES wvveveeiieeiieeieeie et e see e 79
Controls......ccccvveeeiiieciieeiie et 79
Data types ...ccceeeeveeeiieeie e 79
Defined......cccovveiveeiieciieiieriecie e 23
| D)) 5 R 66, 146
Internal ......cccovvveviiiiiiiieeeee, 79, 167
MOAUIES ....oovvveiieieeiieieereee e 79
OVEIVIEW ..ottt 146
Procedures.........cooueeeeveieiiiiciiecee e 79
Properties ......coovveeevercveecrierieieeieeseeenn 148
TYPE ettt 146
TYPES ttei ettt 23
Variables ........ccceeeeeeriiieeiie e, 79
LLB et 17
LLB file..icioiiiieieiecieieeeeecieeeie s 166
Load Statement ..........cccccveevvvencieeerreeennnenn 141
Local Variables.........cccccvevieriereeiirnieeieens 69
LoCation .......cc.eeeeuiieciieeiieeeieeciee e 37
Log

Control.....ccccvveviieeieeie e, 168

Debug ..ccveeiieiecieceee e 52

TSt ettt 51

WINAOW v 31, 50

LONG oot 62
M

MDI ..o 41, 168, 174
View child window ........c.ccceeevveeveennnnn. 51

MDI Child ...ccoooiiiiiiieiieeeeee, 41, 168

Measurement .........cceeeeveeeneeenieennieeeneeenane 19

Measuring data .........ccoceeeevveencieencieenieenne 98

Menu
Adding on form..........ccevveviiririinenen. 168
Commands reference........c..ccceceevueennenee. 30

MMTimer Example........cccccevvvnvienennen. 174

Modal .....oooeriiiiiieee e, 57

MOdeleSS.....ueieiieiieiieiieee e 57

MOAIY o 13

Module events .........ccecvereercieerieeriereennenns 66

ModuleEvents Example ...........ccccceeenneee. 174

MoOdUIES ...t 20

MOnNitor VIEW ....cceeeevverieiieiieniieeereeieeneenn 101

Multi Threading.........cccceveeveerieriieeiieeenne, 17

MultiPad Example.......c.ccccoeeviieniieinnenns 174

Multiple Document Interface ........... See MDI

MUultiple USETS ....ccuveveeerreeiieieeieeriee e s 17

MyProject Example..........ccccoccvvevvieennenns 174

N

Naming Conventions...........ccceeeervervennnenns 63

new statement ........cceeeeeeeeeeennnnnnnnnnns 159, 165

Nothing.......ccooveveviieeiieeiiecee e, 159, 165

(0)

(@ o) <11 AU 62, 159, 165
Data type...coocveeeiieeiieeieeceeeee e 163
EXCel.viiiiiiiicieeieceee e 163
Selected .....ooveririieniiieeree 40
Synchronization..........c.ccoeceeveeneennenne. 167
VIEW ittt 43

Object Data Type.....cccoveveeerverierrerrenienns 163
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OCX e, See ActiveX controls
OLE . 17
10172171 o SR 66
OnAbort module event..............cccuveeene.e. 158
OnClick ............... 2,22,66,79,121, 136, 138
ONEITOT ..o 145
OnError module event...............cocveeennene. 158
Onlnit ....ooevvieieeieeeeeeeeeee 104, 145, 156
ONMOUSEMOVE ......cccecviiieeiieeeeciieee e, 66
Other Application..........cccevceeveervenienennnne. 35
OULPUL...oeieiieeeieeeeeeeree e 90
Creating output operation....................... 92
Discrete Mode .......cccoeevveeveeeciieereeennee. 95
OVEIVIEW ..ot 15
P
Parameter Information................ccoceuvennnen. 78
Parameter Suggestion ...........coceeveeviennnnnne. 78
Parameters ..........coceveieeiiiiiieiiie e 69
Creating procedure ..........ccoevververveennennn. 69
Load statement ...........cccccceveeeeveeennennne. 141
Procedure.........ccoooevvieiiiiiiiiieeceees 69
Replacing.......cccovvevvevciinciiniieieeieeiens 116
Val oo 69
VAl 69
Paste command............cccoeevvvveiieiiiinnnn. 30, 41
Pause.....ccooeiieiieecc e, 50
pause statement..........ceeeevveeeeeciieeeenieeeennns 158
PCL...eooeeeeeeeeee e, 172
Pictures .....cocvveeeueeieiieeeeeeee e 126
POWET ... 19
PRGfile.....coooiieieiiieee, See Program
PIIVIIEZES ..eovvieiieeiiecie ettt 56
PRI fle o See Project
Procedure.......cooouvvvviiiiiicciienneen, 61, 62, 66
NET methods........coooovviieiiiiiiiiiieiene. 66
ATEQSY ... 66
Attaching to commands...........c..ceceeu... 115
C Programming Language.................... 151
Call ..o, 78
Calling ..c.ooveeveeniiieninieeeeeeee 73
Calling I/O Table........ccceeevveevreeerenne, 100

Changing properties .........cccceeevverevveennen. 68

COM methods........ooouerieineeneenienieniee 66
Converting C to ATEASY .....cocevveveenen. 151
Creating.....coeevvevereenenenieneneeeseeeenes 67
Creating parameters ...........coeceeeeerceeeneenne 69
Creating variables .........cccocevevvreieeireeniens 69
Declaring DLL........cccccvvvieniennnne 151, 152
Defined.......oooovvvveveiiiiiiiiieieeeee, 22, 66
| D) ) 66, 151, 152, 155
Events.....ccoccviniiniiiiiccccen 66
Function .....ccocoveeiiiiiiieeeeeee, 66
Importing from C Header file ............... 152
TO Tables.....ccooereeieerieeeeeeeeee 66
Library ....ccccovevvviieiieieieeeeeee e 79
LSt e 113
Local Variables .......ccccoovevenerieiineenee 69
ONCHCK ..o, 138
Parameters........ccooveeenieiniiiiniieeceiee 69
Properties .......cccceeeveervieniie e 68
SubTOULINE.....cvivieiieiieiieieeeee e 66
SYSTEML..eeeiiriiiiieieeeeeeeee e 117
TYPCS ettt 66
Using DLL .....oovviiiiiiieeeeeeeeeee 155
VIEW i 67,72
Vs. Commands........cocceeveeneeneeneeneene. 110
Writing code......c.ooevvevrievierierreereereenen, 71
Writing event ........cccoccveveereerenennn 136, 138
Writing form ........ccceevvveviiiencieeieeenen 139
ProcessDiagnostics Example..................... 175
Profile.....ccooveeeiiiiiiiiiccieieeeee, 35, 38, 54
Profile Example .........ccoooeeviiniiniiiiiene, 175
Program
Commands ...........oooveevveveeeeerniennnn. 111, 120
Defined......c.cooovieeiiieiieiiece e, 25
FOrms ....ooviiiiieiiie 123
Variables ......coocvviereieieeeee e 64
Program Module .........cccceeevveiveriieniieiiennns 25
Programming Language..........c..cccceenenee. 173
Project
ACHIVE coovviiiiieeeee e 21,40
Defined......c.cooovveeiiieiieeeee e, 21
File oo 20
LoCation .....cceeeerieeieereeee e 37
NAME....oviiiiiciiieeeieee e 37
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Properties
Changing procedure............ccevevverenveenee. 68
COlOTS ..o 126
(01] 113 AR 65
DesCription.....cc.cecveeveeieeiieieere e 68
Displaying test ........cccvevververrrrirrrcreanens 45
Drawing ......ccceeeeevveneenieeieeeeeeieeenn 126
FONts....oooviiiiiiiieiiiiececeeee 126
Form control .........ccccevvevvennenienieennns 132
FOrms ....oocovviiieiiiieieieeee e, 126
MISC. et 126
NAME ..ot 68
Pictures......coeeveenerieninieeneeeseeee 126
Procedure ......c.ccoovveeiiieciiiiiecee e 68
Public ...oooieieiieeee, 65, 68, 99, 148
Scale..cuiiieiiieee e 126
Setting FOrm ........cocceeveeveeneeninnieens 127
Setting test.....ccevuveerrieeiieeeieeeree e 47
TaSK e 45
TeSt i 45,46
Valte...oooooviiiiiiiiiieeeeee 65
WiIndoW.....coveveeveeeeeeeieeeeeeireeeeene 31,126
Properties window ........ 31, 65,117,127, 139
Public................... 2,23,68,99,117, 148, 151
/O Table....coeeeieieeeeeeeeeeee 99
Properties .....c.ooeveeveecieerieeriesee e eveeiens 65
PXI oo 16, 172
PXI-PCI Explorer ........ccoeeevveererennne. 149, 155
R
RAD......See Rapid Application Development
Rapid Application Development................. 17
Reading data ........ccccvveevveviienieniecie e 98
RECEIVE...c.vieiieiieieece e, 90
Registering ATEASY ..........ccccoeveeveeneennnnns 13
Relay ....cccoovvvievennnens 112, 120, 148, 155, 157
Rename command............cccovevvrvrnieniennnnns 41
Repair....cccvveeieieiecece e 13
Replace command..........c.cccovveveveenreeenennns 30
Requirements
Hardware..........ccoeeeeveieciiecieecee e, 6
Internet EXplorer.........coovveeeiieecveeeciieennen. 6
SOFtWATIE ..o 6

ResetOnlnit.......c.coeevverieeicieeirecieeeieens 104
ResourceName..........ccceeveveeenieeniieeeenns 105
retry statement..........ccocceveeiiiiiiniiiiniens 158
RS232 e 16, 18
RS422 oo 16, 18
RS485 ..o 18
RUN 1 50
Run
APPLICAtioN ......covcvvvieeiieie e 50
Run
EXECULe ...vvveiieeiieeee e 59
Run to Cursor ........ccceeveeeeeieeniieeieeiee e 75
S
SCale .o 126
Selected Object.......oevcvverriieriieeieeeiee e, 40
Selection Run Mode ...........ccovveeviieneennenn. 76
Send....coeieiiie e 90
Creating operation ..........c.cecveevveerveerveenes 93
Serial Communication.................eeu..... 16, 18
Serial POrt.......ccccevvieviiiiiiicieecee e, 170
Setup Command Line ..., 8
Setup Maintenance ...........ccoeeveeveveeeceveennnenns 12
SHOTE .vevieiiecie e 62
Silent (Automated) Setup .........ccceveeneenn. 8
SKIP TeSt.uviieiiieeiieeiiee e 50
] 7 1 APPSR 50
Starting ATEGSY ....c.veeveeveeeveneenrenvenvennens 34
Statements and Operators............ceceeeeennen. 78
Status bar.....ccceeeveeeiiiieeieeeeee 31, 130
StdioProcess Example .........cccccovvervennnnns 175
Step Into ...eeevieeiiiiiieiee, 30, 50, 75,77
Step OUL.cceviieiieeiee e 75
Step OVer....ovvvevvecieeeieeeeeeeenn 30, 50, 75, 76
SMUIUS....veeiieeieeieeeeeeeeeee e 19
SN vt 62
SHUCT e 62, 161
Submodules ........cccveeiiieieniiieie s 22
Commands.........ccoceveeeevieenieeniie e 22
DIIVEIS ceviieiiieeieecee et 24
EVents ....cocoeeveeeiieeee e 22
FOrms....cvvviieiiieeie e, 22
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Procedures ........coccoeueeieenieneenieeiee 22
TeSES. ettt 24
TYPCS ettt 23
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